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Αυτόματη Παραγωγή Απαντήσεων σε Ερωτήσεις Πάνω σε
Εικόνες με Χρήση Βαθιάς Επιβλεπόμενης Μάθησης

Εκτεταμένη Περίληψη

Περιγραφή του Προβλήματος
Η αυτόματη απάντηση οπτικών ερωτήσεων (Visual Question Answering, VQA) αποτελεί ένα πρό-
βλημα που διατέμνει τα πεδία της Επεξεργασίας Φυσικής Γλώσσας (Natural Language Processing,
NLP) και της Όρασης Υπολογιστών (Computer Vision, CV). Τα τελευταία χρόνια η χρήση τεχνικών
βαθιών νευρωνικών δικτύων έχει οδηγήσει σε σημαντική πρόοδο και στους δύο αυτούς τομείς ωθώ-
ντας τους ερευνητές να ασχοληθούν με προβλήματα που αφορούν την πολυτροπική μάθηση. Το VQA
ορίζεται ως το πρόβλημα της αυτόματης παραγωγής μιας απάντησης σε φυσική γλώσσα δεδομένου
μίας ερώτησης σε ελεύθερη μορφή σχετικά με μία εικόνα. Το πρόβλημα αυτό είναι ιδιαίτερα απαιτη-
τικό καθώς προϋποθέτει τόσο την εξαγωγή χρήσιμης πληροφορίας από την ερώτηση και την εικόνα,
όσο και την ικανότητα συλλογιστικής πάνω στην πληροφορία αυτή με απώτερο στόχο την πρόβλεψη
μίας ορθής απάντησης. Στην παρούσα διπλωματική, επικεντρωνόμαστε στην παραγωγή απαντήσεων
ελεύθερης μορφής για ερωτήσεις ανοιχτού τύπου. Καθώς η θεματική των οπτικών ερωτήσεων δεν
περιορίζεται, η ορθή απόκριση απαιτεί ένα ευρύ φάσμα ικανοτήτων συλλογιστικής πάνω σε εικόνες.

Έπειτα από τη δημοσίευση συνόλων δεδομένων μεγάλης κλίμακας, έχουν προταθεί πολυάριθμα
μοντέλα για την αντιμετώπιση του VQA προβλήματος. Η πλειοψηφία αυτών ακολουθεί μία παρό-
μοια οργάνωση: Η ερώτηση κωδικοποιείται μέσω ενός αναδρομικού νευρωνικού δικτύου, ενώ τα
χαρακτηριστικά της εικόνας εξάγονται από ένα συνελικτικό νευρωνικό δίκτυο που έχει προεκπαιδευ-
θεί για την αναγνώριση αντικειμένων. Στη συνέχεια, οι δύο αυτές αναπαραστάσεις συνδυάζονται με
ένα μηχανισμό συγχώνευσης και οδηγούνται σε ένα υπο-δίκτυο που προβλέπει την απάντηση.

Οι περισσότερες σύγχρονες προσεγγίσεις διατυπώνουν το VQA ως ένα πρόβλημα ταξινόμησης.
Παρότι οι απαντήσεις δεν είναι πλήρεις προτάσεις, κυμαίνονται από μεμονωμένες λέξεις ως σύντο-
μες φράσεις. Το σύνολο των πιθανών απαντήσεων επιλέγεται ως οι απαντήσεις που εμφανίζονται
συχνότερα στα δεδομένα εκπαίδευσης. Αυτό σημαίνει ότι απαντήσεις που αποτελούν σύντομες φρά-
σεις αντιμετωπίζονται ως ξεχωριστές κλάσεις από τις επιμέρους λέξεις που αυτές περιλαμβάνουν. Για
παράδειγμα, οι απαντήσεις “μαύρο και άσπρο”, “μαύρο” και “άσπρο” θεωρούνται πλήρως ανεξάρτη-
τες κλάσεις. Αυτό έρχεται σε αντίθεση με τη διαίσθησή ότι η έννοια μιας φράσης προκύπτει από τη
σημασιολογία των επιμέρους λέξεων. Ένα αντικείμενο που είναι ”μαύρο και άσπρο” μοιράζεται ένα
κοινό χαρακτηριστικό με μαύρα και άσπρα αντικείμενα. Υποθέτουμε ότι η εκμάθηση της αναγνώρι-
σης του χρώματος ενός ”μαύρου και άσπρου” αντικειμένου μπορεί να ωφεληθεί από την εκμάθηση
των εννοιών των δύο μεμονωμένων χρωμάτων από άλλα δείγματα του συνόλου δεδομένων.

Επιπλέον, η πρόβλεψη απαντήσεων σε επίπεδο φράσης περιορίζει την εκφραστικότητα των προ-
τεινόμενων μοντέλων. Ο χώρος των πιθανών απαντήσεων είναι αυστηρά καθορισμένος εκ των προ-
τέρων και δεν μπορούν να προκύψουν νέες απαντήσεις από την υπάρχουσα γνώση του μοντέλου. Για
παράδειγμα, σε περίπτωση απαντήσεων σε ερωτήσεις σχετικά με το χρώμα των αντικειμένων, κάθε
συνδυασμός χρωμάτων που δεν έχει προστεθεί στο σύνολο των πιθανών κατηγοριών είναι πρακτικά
απαγορευμένος. Συνεπώς, η επιθυμία για υψηλή κάλυψη των απαντήσεων, οδηγείται σε γρήγορη
διεύρυνση του αριθμού των πιθανών απαντήσεων.

Με κίνητρο αυτές τις παρατηρήσεις, προτείνουμε τοGrounded Seq2Seq μοντέλο, που αντιμετωπί-
ζει το VQA ως ένα πρόβλημα παραγωγής ακολουθίας (sequence generation). Η απάντηση παράγεται
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Σχήμα 0.1: Αφηρημένη απεικόνισή του προτεινόμενου μοντέλου.

από ένα sequence-to-sequence μοντέλο (Ενότητα 3.3), που εξαρτάται από τις αναπαραστάσεις της
ερώτησης και της εικόνας. Τα αποτελέσματα μας είναι ανταγωνιστικά με κυρίως για ερωτήσεις ανοι-
χτού τύπου, γεγονός που δείχνει ότι η ελεύθερη παραγωγή απαντήσεων είναι εφικτή για το ανοικτού
τύπου VQA.

Περιγραφή του Μοντέλου
Το σχήμα 0.1 την αρχιτεκτονικής του προτεινόμενου μοντέλου. Το συνολικό σύστημα αποτελεί-

ται από τρεις βασικές μονάδες: τον κωδικοποιητή της ερώτησης, τον κωδικοποιητή της εικόνας και
τον αποκωδικοποιητή της απάντησης.
Δεδομένου ενός ζευγαριού ερώτησηςQ και εικόνας I , το σύστημα παράγει μία απάντηση Y ως εξής:

• Η ερώτηση Q = [q1, . . . qN ] κωδικοποιείται από ένα μονού επιπέδου, διπλής κατεύθυνσης
LSTM (BiLSTM, Ενότητα 2.3.4). Αρχικά, οι λέξεις qt της ερώτησης μήκους N αναπαρίστα-
νται ως one-hot διανύσματα, όπου η θέση του “1” αντιστοιχεί στη θέση της λέξης στο λεξικό
εισόδουVq. Το one-hot διάνυσμα κάθε λέξης διέρχεται από ένα embedding επίπεδο, που έχει αρ-
χικοποιηθεί με GloVe embeddings [57] και προσαρμόζεται κατά την εκπαίδευση. Το embedding
κάθε λέξης περνά μέσα από το BiLSTM, που παράγει την νέα κρυφή κατάσταση για κάθε κα-
τεύθυνση.
Οι κρυφές καταστάσεις από το εμπρός h⃗e

t και το πίσω πέρασμα ⃗he
t ενώνονται για να αποκτή-

σουμε την έξοδο του BiLSTM he
t σε κάθε χρονική στιγμή t :

he
t = [h⃗e

t ;
⃗he
t ] for t ∈ 1 . . . N (0.1)

Οι καταστάσεις he
t για κάθε t[∈ 1, . . . N ] διαμορφώνουν έναν πίνακα H ∈ RN×d. Η αναπα-

ράσταση της ερώτησης e υπολογίζεται ως το κυρτό άθροισμα των he
t με βάρη aet , που υπολο-

γίζονται μέσω ενός self-attention μηχανισμού [47]:

ae = softmax(wa2tanh(Wa1H
T )) (0.2)

e =
N∑
t=1

aeth
e
t (0.3)

όπουWa1 ∈ Rd×d και wa2 ∈ R1×d οι παράμετροι του μηχανισμού. Τα βάρη αυτά aet ορίζουν
τη συμβολή κάθε κρυφής κατάστασης he

t στην τελική αναπαράσταση της εικόνας e.

8



• Η εικόνα I αναπαρίσταται στην είσοδο ως ένα σύνολο από R διανύσματα χαρακτηριστικών
{i1, ...iR} που εξάγονται από ένα προεκπαιδευμενο δίκτυο ανίχνευσης αντικειμένων. Συγκε-
κριμένα, τα χαρακτηριστικά που χρησιμοποιούμε έχουν εξαχθεί από ένα Faster RCNN ((Ενό-
τητα 3.2)) δίκτυο εκπαιδευμένο πάνω στο σύνολο δεδομένων Visual Genome [43], τα οποία
είναι διαθέσιμα από τους Anderson et al. [5]. Τα χαρακτηριστικά αυτά κωδικοποιούν bounding-
box περιοχές μίας εικόνας, προσφέροντας έτσι τοπική πληροφορία σχετικά με τα αντικείμενα
που είναι παρόντα σε αυτή. Κρατάμε για όλες τις εικόνες τα 36 bounding boxes με την υψη-
λότερη εμπιστοσύνη. Εν συντομία, μια εικόνα I αναπαρίσταται από ένα χάρτη R = 36 διανυ-
σμάτων χαρακτηριστικών ir ∈ R2048 που αντιστοιχούν εξέχοντες περιοχές της εικόνας.

Εφαρμόζουμε L2 κανονικοποίηση στα διανύσματα εισόδου I έτσι ώστε όλες οι τιμές τους να
βρίσκονται σε ένα συγκρίσιμο εύρος και περνάμε τα κανονικοποιημένα χαρακτηριστικά από
ένα επίπεδο με tanh μη γραμμικότητα, αποκτώντας την οπτική αναπαράσταση V ∈ RR×d:

V = tanh(
I

∥I∥
Wv) (0.4)

όπου Wv ∈ R2048×d είναι ο πίνακας που προβάλει τα διανύσματα χαρακτηριστικών στη διά-
σταση την αναπαράστασης της ερώτησης.

• Η απάντηση Y = [y1, ...yL] παράγεται από ένα μονού επιπέδου, μονής κατεύθυνσης LSTM με
μέγεθος ίσο με d. Το LSTM αποκωδικοποίησης εξαρτάται από την ερώτηση μέσω της αρχικο-
ποίησης της κρυφής κατάστασης με την αναπαράσταση της ερώτησης e:

hd
0 = e (0.5)

Σε κάθε χρονική στιγμή t ∈ [1, ...L], ο αποκωδικοποιητής δέχεται ως είσοδο την προηγούμενη
λέξη yt−1 και ενημερώνει τις καταστάσεις του. Η τρέχουσα κρυφή κατάσταση hd

t χρησιμο-
ποιείται για να εστιάσει πάω στα χαρακτηριστικά της εικόνας V . Η διαδικασία αυτή παράγει
ένα οπτικό διάνυσμα v̄t όπως περιγράφεται από την Εξίσωση 0.8.

Συνδυάζουμε το οπτικό διάνυσμα v̄t και την κρυφή κατάσταση hd
t με το γινόμενο Hadamard ◦

με στόχο την απόκτηση ενός διανύσματος ft:

ft = v̄t ◦ hd
t (0.6)

Η επόμενη λέξη yt υπολογίζεται ως η λέξη με την υψηλότερη πιθανότητα από την δεσμευμένη
κατανομή πιθανότητας πάνω στο λεξικό των απαντήσεων Va:

P (yt|e, y1, ...yt−1,ft) = softmax(Wdft) (0.7)

όπου Wd ∈ R|Va|×d. Η αποκωδικοποίηση σταματά όταν προβλεφθεί η λέξη <EOS>. Στην
πράξη, συγχωνεύουμε τα λεξικά των ερωτήσεων Vq και των απαντήσεων Va σε ένα κοινό λε-
ξικό V και χρησιμοποιούμε το ίδιο επίπεδο embedding για τις λέξεις των ερωτήσεων και των
απαντήσεων έτσι ώστε το δίκτυο να μάθει μια κοινή αναπαράσταση για τις λέξεις V .

Μηχανισμός Χωρικής Προσοχής O μηχανισμός χωρικής προσοχής (attention) χρησιμοποιείται
για την εστίαση πάνω στα χαρακτηριστικά των περιοχών της εικόνας κατά την αποκωδικοποίηση της
απάντησης. Το σχήμα 0.2 αποτυπώνει γραφικά τον εν λόγω μηχανισμό χωρικού attention.

Σε κάθε χρονική στιγμή t, η εικόνα συνοψίζεται σε ένα d-διάστατο διάνυσμα v̄t χρησιμοποιώ-
ντας το μηχανισμό προσοχής, που επιτρέπει στο δίκτυο να εστιάσει στις πιο σχετικές υποπεριοχές
της εικόνας. Ο μηχανισμός προσοχής που υιοθετούμε ακολουθεί τον ορισμό της κλιμακωτής προσο-
χής εσωτερικού γινομένου [68]. Η σημασία κάθε διανύσματος χαρακτηριστικών καθορίζεται από τη
σχέση τους με ένα διάνυσμα-ερώτηση (query vector), που στην περίπτωση μας οδηγείται από την
κρυφή κατάσταση του αποκωδικoποιητή hd

t ∈ Rd.
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Σχήμα 0.2: Γραφική απεικόνιση του μηχανισμού προσοχής.

Προκειμένου να υπολογίσουμε την τελική αναπαράσταση της εικόνας v̄t, παίρνουμε πρώτα δύο
γραμμικούς μετασχηματισμούς V1 και V2 της οπτικής αναπαράστασης V . Ο πίνακας V1 χρησιμο-
ποιείται για τον υπολογισμό της συγγένειας μεταξύ των διανυσμάτων χαρακτηριστικών κάθε περιοχή
και του query διανύσματος hd

t . Τα σκορ της συγγένειας μετατρέπονται σε βάρη προσοχής ad
t περνώ-

ντας μέσα από ένα softmax επίπεδο. Τέλος, τα βάρη προσοχής ad
t εφαρμόζονται στα χαρακτηριστικά

της εικόνας V2 παράγοντας την αναπαράσταση v̄t ως εξής:

ad
t = softmax(

hd
tV

T
1√
d

) (0.8)

v̄ = ad
tV2 (0.9)

Ο παράγοντας 1/
√
d χρησιμοποιείται για να κλιμακώσει το αποτέλεσμα του εσωτερικού γινομένου

και να αποτρέψει την είσοδο πολύ μεγάλων τιμών στης συνάρτησης, που μπορεί να οδηγήσει στο
πρόβλημα vanishing gradient. Εστιάζοντας εκ νέου στην εικόνα σε κάθε βήμα, ο αποκωδικοποιητής
έχει τη δυνατότητα να προσαρμόσει τα βάρη προσοχής λαμβάνοντας υπόψιν την προηγούμενη λέξη
και να αποφύγει τις μακροπρόθεσμες εξαρτήσεις από το οπτικό περιεχόμενο.

Πειραματική Αξιολόγηση
Σύνολο Δεδομένων Αξιολογούμε το μοντέλο μας χρησιμοποιώντας τη δεύτερη έκδοση του συνό-
λου δεδομένων Visual Question Answering under Changing Priors (VQA-CP v2) [3]. Το εν λόγω
σύνολο δεδομένων αποτελεί παραλλαγή του VQA v2 συνόλου δεδομένων [27] το οποίο είναι το
πιο ευρέως διαδεδομένο σύνολο δεδομένων για VQA. Κάθε δείγμα αποτελεί ένα ζευγάρι εικόνας-
ερώτησης συνοδευόμενο από 10 απαντήσεις, που έχουν συλλεχθεί από ξεχωριστούς ανθρώπους.

Πρόσφατες δημοσιεύσεις [27, 2, 14, 34] έχουν δείξει ότι η ύπαρξη γλωσσικής μεροληψίας (language
biases) στα σύνολα δεδομένων επιτρέπει στα μοντέλα να μαντεύουν τη σωστή απάντηση αγνοώντας
την οπτική πληροφορία. Ως αποτέλεσμα, ένα μοντέλο που επιτυγχάνει καλή απόδοση, δεν αντιμε-
τωπίζει απαραιτήτως το the VQA πρόβλημα, γεγονός που μπορεί να αποτελέσει τροχοπέδη για την
πραγματική πρόοδο. Το VQA v2 σύνολο δεδομένων επιχειρεί να καταστείλει το ρόλο των εκ των
προτέρων γλωσσικών κατανομών συλλέγοντας για κάθε ερώτηση 2 συμπληρωματικές εικόνες που
οδηγούν σε διαφορετικές απαντήσεις. Παρά την προσπάθεια αυτή, μεροληψία (bias) στην κατανομή
των ερωτήσεων ή των απαντήσεων εξακολουθούν να υπάρχουν, όπως φαίνεται στον πίνακα 0.1. Η
παραλλαγή VQA-CP v2 προτάθηκε για την αντιμετώπιση αυτού του ζητήματος. Δημιουργήθηκε ανα-
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Μέθοδος Σύνολο Δεδομένων Ακρίβεια
Σύνολο Ναι/Όχι Αριθμός Άλλο

μόνο γλώσσα [7] VQA v2 43.01 67.95 30.97 27.20
VQA-CP v2 15.95 35.09 11.63 07.11

γλώσσα+εικόνα [7] VQA v2 51.61 73.06 34.41 39.85
VQA-CP v2 19.73 34.25 11.39 14.41

γλώσσα+εικόνα+attention [73] VQA v2 52.02 68.89 34.55 43.80
VQA-CP v2 24.96 38.35 11.14 21.74

Πίνακας 0.1: Σύγκριση της απόδοσης VQA μοντέλων πάνω στο VQA-CP v2 σύνολο αξιολόγησης
και στο VQA v2 σύνολο επαλήθευσης [3].

διοργανώνοντας τις υποδιαίρεσης τουVQAv2 συνόλου, έτσι ώστε οι κατανομή των απαντήσεων κάθε
τύπου ερώτησης να διαφέρει μεταξύ του υποσυνόλου εκπαίδευσης και αξιολόγησης. Η αναντιστοι-
χία των κατανομών των απαντήσεων εκπαίδευσης και αξιολόγησης εξετάζει πραγματικά πόσο καλά
ένα μοντέλο μπορεί να επεξεργαστεί την οπτική είσοδο για να συμπεράνει τη σωστή απάντηση. Ο
πίνακας 0.1 αποτυπώνει τη σημαντική μείωση της απόδοσης των μοντέλων όταν αξιολογούνται στο
VQA-CP v2.

Παρακάτω απαριθμούμε ορισμένες βασικές λεπτομέρειες του συνόλου δεδομένων VQA-CP v2:

• Το σύνολο εκπαίδευσης αποτελείται από 121K εικόνες, 438K ερωτήσεις και 4.4M απαντήσεις,
ενώ το σύνολο αξιολόγησης αποτελείται 98K εικόνες, 220K ερωτήσεις και 2.2M απαντήσεις.

• Οι ερωτήσεις εκπαίδευσης έχουν ένα λεξιλόγιο μεγέθους 14.5K, ενώ οι απαντήσεις εκπαίδευ-
σης έχουν ένα λεξιλόγιο μεγέθους 37K. Το κοινό λεξιλόγιο ανέρχεται σε 40K λέξεις.

• Το μέγιστο μήκος των ερωτήσεων είναι 25 λέξεις. Παρότι το μέγιστο μήκος των απαντήσεων
φτάνει τις 24 λέξεις, η πλειοψηφία των απαντήσεων αποτελείται από μόλις μία έως τρεις λέξεις.

Σχετική Βιβλιογραφία Έπειτα από την κυκλοφορία μεγάλης κλίμακας VQA συνόλων δεδομέ-
νων [7, 27], πολυάριθμες προσεγγίσεις έχουν προταθεί για την αντιμετώπιση του προβλήματος. Η
εισαγωγή μηχανισμών attention στα VQA συστήματα έχει επιφέρει σημαντική ώθηση της απόδοσης
τους. Μια αξιοσημείωτη εργασία πάνω στο attention αποτελεί το μοντέλο Stacked Attention Network
(SAN) [73], που αξιοποιεί δύο συνεχόμενα επίπεδα χωρικού attention με στόχο την εξαγωγή πιο λε-
πτομερούς πληροφορίας. Το μοντέλο Grounded VQA (GVQA) [3] είναι μια υβριδική αρχιτεκτονική
που επεκτείνει το SAN δίκτυο ως προς την πρόβλεψη των απαντήσεων. Οι “Ναι/Όχι” ερωτήσεις
αντιμετωπίζονται ως ένα δυαδικό πρόβλημα οπτικής επαλήθευσης, ενώ οι υπόλοιπες ερωτήσεις συν-
δυάζουν την πρόβλεψη οπτικών εννοιών και υποψήφιων απαντήσεων. Anderson et al. [5] εφαρμόζουν
μια εκδοχή χωρικού attention πάνω σε ένα σύνολο τοπικών χαρακτηριστικών από ένα Faster RCNN
δίκτυο. Πρόσφατα οι Ramakrishnan et al. [59] εισήγαγαν ένα σχήμα adversarial εκπαίδευσης για την
εκπαίδευση μοντέλων με την ίδια αρχιτεκτονική όπως τα [73] και [5], τα οποία όμως βασίζονται λιγό-
τερο σε γλωσσικά biases. Ειδικότερα, εκπαιδεύουν ως αντίπαλο ένα μοντέλο χρησιμοποιώντας μόνο
την γλωσσική είσοδο και προσθέτοντας έναν όρο εντροπίας στη συνάρτηση κόστους που υπολογίζει
το κέρδος πληροφορίας από τη συμπερίληψη της εικόνας.

Η συγχώνευση των χαρακτηριστικών της εικόνας και της ερώτησης πραγματοποιείται συχνά με
απλές πράξεις όπως το γινόμενο Hadamard και η ένωση (concatenation) [7]. Παρόλα αυτά, έχουν
διερευνηθεί και πιο πολύπλοκες προσεγγίσεις συγχώνευσης. Αυτές οι προσεγγίσεις επικεντρώνονται
στην αποδοτική προσέγγιση του εξωτερικού γινομένου μεταξύ των χαρακτηριστικών της εικόνας και
της ερώτησης χρησιμοποιώντας τις τεχνικές compact bilinear pooling [23], προσέγγισης με tensors χα-
μηλής τάξης [39] or Tucker αποσύνθεσης [10]. Οι Andreas et al. [6] προτείνουν τη δυναμική σύνθεση
ενός δικτύου με μέρη από ένα σύνολο προεκπαιδευμένων υπο-δικτύων με στόχο την προσαρμογή του
attention και της συγχώνευσης ανάλογα με την ερώτηση.
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Υπερπαράμετροι τουΜοντέλου Οπίνακας 0.2 συνοψίζει τις βασικές υπερπαραμέτρους τουGrounded
Seq2Seq μοντέλου. Χρησιμοποιούμε κοινό λεξιλόγιο για τις ερωτήσεις και τις απαντήσεις εφαρμόζο-
ντας την τεχνική δέσμευσης βαρών (weight tying) στα embedding επίπεδα του κωδικοποιητή και του
αποκωδικοποιητή. Με αυτό τον τρόπο μειώνουμε τον αριθμό των παραμέτρων και επιβάλουμε τη ση-
μασιολογική ευθυγράμμιση της ερώτησης και της απάντησης. Χρησιμοποιούμε για μέγεθος batch ίσο
με 128. Θέτουμε το μέγιστο μήκος των ερωτήσεων ίσο με 23 και το μέγιστο μήκος των απαντήσεων
ίσο με 5.

Αρχικοποίηση Embeddings 300-d GloVe
Μέγεθος Λεξιλογίου 10K words

Κωδικοποιητής Ερώτησης Μέγεθος LSTM 512
Μέγιστο μήκος 23

Αποκωδικοποιητής Απάντησης Μέγεθος LSTM 1024
Μέγιστο μήκος 5

Πίνακας 0.2: Υπερπαράμετροι του μοντέλου Grounded Seq2Seq.

Ρυθμίσεις Εκπαίδευσης Κατά την εκπαίδευση, διατηρούμε το ένα τρίτο των δεδομένων εκπαίδευ-
σης για επαλήθευση και παρακολουθούμε την ακρίβεια στο σύνολο αυτό προκειμένου να εφαρμό-
σουμε πρόωρη διακοπή ύστερα από 5 εποχές σταθερής ή μειούμενης ακρίβειας. Ακόμη εφαρμόζουμε
dropout με πιθανότητα 0.2 μετά από κάθε επίπεδο και teacher forcing, δίνοντας ως είσοδο στον απο-
κωδικοποιητή τη σωστή προηγούμενη λέξη, Χρησιμοποιούμε τον αλγόριθμο βελτιστοποίησης Adam
με ρυθμό μάθησης 0.001. Τέλος, πραγματοποιούμε επαύξηση των δεδομένων μας για την κατηγορία
απαντήσεων “Άλλο”: Σε κάθε εποχή, διαλέγουμε τυχαία ως ετικέτα μία από τις 10 διαθέσιμες απα-
ντήσεις. Με αυτόν τον τρόπο, παρουσιάζουμε στο μοντέλο μας παραφρασμένες απαντήσεις για κάθε
απάντηση, το οποίο λειτουργεί ως μέθοδος regularization.

Μετρική Αξιολόγησης Αξιολογούμε το μοντέλο μας χρησιμοποιώντας την καθιερωμένη VQA με-
τρική ακρίβειας [7]. Όπως έχει προαναφερθεί, κάθε ερώτηση συνοδεύεται από 10 απαντήσεις. Μια
απάντηση a λαμβάνει ένα τέλειο σκορ s(a) αν ταιριάζει με τουλάχιστον τρεις από τις διαθέσιμες
απαντήσεις:

score(a) = min(
# άνθρωποι που απάντησαν a

3
, 1) (0.10)

Πειραματικά Αποτελέσματα Ο πίνακας 0.3 παρουσιάζει την απόδοση του προτεινόμενου μοντέ-
λου στο VQA-CP v2 σύνολο σε σύγκριση με baseline και state-of-the-art μοντέλα. Ως baseline μο-
ντέλα θεωρούμε τα δύο πρώτα, ονομαστικά τα “d-LSTM” και “d-LSTM Q + I”. Το “d-LSTM” ανα-
φέρεται σε ένα μοντέλο που χρησιμοποιεί μόνο τη γλωσσική πληροφορία εισόδου και αγνοώντας την
εικόνα, όπου η ερώτηση κωδικοποιείται από ένα βαθύ LSTM δύο στρωμάτων. Το “d-LSTM Q +
I” χρησιμοποιεί την ίδια διάταξη για την ερώτηση και ένα προεκπαιδευμένο CNN μοντέλο για την
εξαγωγή ενός καθολικού διανύσματος χαρακτηριστικών για την εικόνα. Τα διανύσματα χαρακτηρι-
στικών της ερώτησης και της εικόνας ενώνονται και οδηγούνται σε ένα ταξινομητή. Είναι εμφανές
ότι το μοντέλο μας αποδίδει σημαντικά καλύτερα από αυτά τα αφελή baseline μοντέλα. Το καθολικό
διάνυσμα χαρακτηριστικών μπορεί να είναι επαρκές για την κατηγοριοποίηση της εικόνας αλλά απο-
τελεί μία υπερβολικά γενική αναπαράσταση της απαραίτητης πληροφορίας για την απάντηση μιας
συγκεκριμένης ερώτησης.

Σύγκριση με State-of-the-ArtΜοντέλα Κατά τη σύγκριση του προτεινόμενου Grounded Seq2Seq
με state-of-the-Art (sota) μοντέλα, παρατηρούμε ότι το μοντέλο μας επιφέρει ανταγωνιστικά αποτελέ-
σματα, ιδίως στην κατηγορία “Άλλο”. Παρόλο που η κατηγορία αυτή είναι ιδιαίτερα ευρεία, το απο-
τέλεσμα βρίσκεται σε συμφωνία με το κίνητρο της εργασίας. Υποθέτουμε ότι τα παραδείγματα αυτής
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Μοντέλο Σύνολο Ναι/Όχι Αριθμός Άλλο
d-LSTM Q [7] 15.95 35.09 11.63 7.11
d-LSTM Q + I [48] 19.73 34.25 11.39 14.41

SAN [73] 24.96 38.35 11.14 21.74
GVQA [3] 31.30 57.99 13.68 22.14
MCB [23] 36.33 41.01 11.96 40.57
UpDn [5] 39.74 42.27 11.93 46.05
UpDn+Adv [59] 41.17 65.49 15.48 35.48

Grounded Seq2Seq 36.42 40.29 12.07 41.08

Πίνακας 0.3: Σύγκριση με baseline and state-of-the-art μοντέλα πάνω στο VQA-CP v2 σύνολο δε-
δομένων.

της κατηγορίας επωφελούνται σε μεγαλύτερο βαθμό από την παραγωγή ακολουθιών ως απαντήσεις,
επειδή επιδέχονται απαντήσεις μεγαλύτερου μήκους. Υπογραμμίζεται ότι κανένα μοντέλο δεν επι-
τυγχάνει τη βέλτιστη απόδοση σε όλες τις υποκατηγορίες. Παρατηρούμε ότι τα μοντέλα GVQA και
UpDn+Adv έχουν καλύτερη επίδοση σε απαντήσεις “Ναι/Όχι” με μεγάλη διαφορά. Παρόλα αυτά, η
επίδοση τους στην κατηγορία “Άλλο” είναι μέτρια. Σε σύγκριση με τα baselines, sota μοντέλα έχουν
τη λιγότερη βελτίωση σε ερωτήσεις που απαντώνται με αριθμούς. Το μέτρημα απαιτεί ένα ξεχωρι-
στό είδος συλλογιστικής, που έχει κινητοποιήσει μια σειρά εργασιών που εστιάζουν αποκλειστικά σε
αυτό το πρόβλημα [67, 75]. Ένας περαιτέρω παράγοντας που έχει ιδιαίτερη επίδραση στην συνολική
απόδοση είναι η ποιότητα των οπτικών χαρακτηριστικών. Ειδικότερα, μοντέλα που αξιοποιούν χαρα-
κτηριστικά από το Faster RCNN (UpDn, UpDn+Adv, Grounded Seq2Seq) ξεπερνούν συστηματικά
μοντέλα που κάνουν χρήση χαρακτηριστικών από συνελικτικά δίκτυα εκπαιδευμένα για κατηγοριο-
ποίηση εικόνων (SAN, GVQA καιMCB).

Μελέτη του Μοντέλου Εκτελούμε μια μελέτη με στόχο να απομονώσουμε τα στοιχεία του μοντέ-
λου μας και να αξιολογήσουμε την επίδρασή τους στην απόδοση του προτεινόμενου μοντέλου. Αυτή
η μελέτη περιλαμβάνει πειράματα όπου μια ή και οι δύο είσοδοι αντικαθίστανται από τυχαία διανύ-
σματα για να εκτιμηθεί η συνεισφορά της γλωσσικής και της οπτικής εισόδου, καθώς και η τυχαία
απόδοση για κάθε τύπο ερωτήματος. Ο πίνακας 0.4 παρουσιάζει τα αποτελέσματα των πειραμάτων.

Μοντέλο Σύνολο Ναι/Όχι Αριθμός Άλλο
(A): Τυχαίες Είσοδοι 16.84 56.34 0.38 0.65
(B): Μόνο Εικόνα 17.44 57.90 0.39 0.91
(C): Μόνο Ερώτηση 18.66 38.29 10.25 10.38
(D): Ερώτηση και Εικόνα ως Αρχικοποίηση 35.51 38.57 11.10 40.30
(E): UpDn Μηχανισμός Attention 33.20 39.56 11.54 35.45
(F): Αφαίρεση του Μηχανισμού self-attention 35.92 40.83 11.93 40.03
(G): Συγχώνευση Ένωσης 35.42 39.47 12.30 39.35
(H): Συγχώνευση MUTAN 35.67 40.00 11.46 39.70

Grounded Seq2Seq 36.42 40.29 12.07 41.08

Πίνακας 0.4: Αποτελέσματα από τη μελέτη του μοντέλου.

Τα πειράματα με τυχαία ή περιορισμένη είσοδο (A, B, C) προσφέρουν κατά βάση πληροφορία για
τη φύση του προβλήματος. Κατ’ αρχάς, παρατηρούμε ότι η χρήση μόνο της εικόνας έχει παρόμοια επί-
δοση με τις τυχαίες εισόδους, ενώ η χρήση μόνο της ερώτησης έχει καλύτερη αν και χαμηλή επίδοση.
Αυτό επιβεβαιώνει παρατηρήσεις στη βιβλιογραφία σχετικά με το ρόλο του language bias στα VQA
συστήματα [3]. Η απόδοση των μοντέλων (A, B) στην κατηγορία “Ναι/Όχι” οφείλεται στο γεγονός
ότι τα μοντέλα απαντούν σχεδόν πάντα ‘όχι’, που αποτελεί την πιο συχνή απάντηση στα δεδομένα
εκπαίδευσης. Είναι φανερό ότι για την επίδοση στην κατηγορία“Άλλο” απαιτείται η ενσωμάτωση και
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των δύο εισόδων. Στην κατηγορία “Αριθμός”, παρατηρούμε μικρή διαφορά ανάμεσα στο μοντέλο (C)
και αυτά που αξιοποιούν την πληροφορία τόσο από την ερώτηση όσο και από την απάντηση.

Τα μοντέλα (C) και (F), διερευνούν τη διάταξη του κωδικοποιητή της ερώτησης. Σε σύγκριση με
το d-LSTM Q baseline (βλ. Πίνακα 0.3), η έκδοση του μοντέλου μας που χρησιμοποιεί μόνο γλώσσα
επιτυγχάνει+3% απόλυτη βελτίωση. Αυτό υποδηλώνει ότι η χρήση ενός διπλής κατεύθυνσης LSTM
με self-attention παρέχει μια καλύτερη αναπαράσταση της ερώτησης. Η σημασία του μηχανισμού self-
attention επιβεβαιώνεται και από τη μειωμένη επίδοση του μοντέλου (F). Συγκρίνοντας τα πειράματα
(D) και (E) με τοGrounded Seq2Seq, παρατηρούμε ότι η χρήση του επιλεγμένου μηχανισμού attention
σε κάθε βήμα αποκωδικοποίησης έχει θετική επίδραση στην απόδοση του μοντέλου.

Τέλος, ο πειραματισμός με διαφορετικές μεθόδους συγχώνευσης δείχνει ότι το γινόμενοHadamard
αποδίδει καλύτερα από την ένωση (G) και τη συγχώνευση MUTAN (H) κατά 1.00% και 0.75% αντί-
στοιχα. Η ελαφρώς χειρότερη απόδοση του μοντέλου (G) μπορεί να αποδοθεί στο γεγονός ότι η πράξη
της ένωσης αυξάνει το μέγεθος του διανύσματος χαρακτηριστικών χωρίς να συλλαμβάνει τις αλλη-
λεπιδράσεις που συμβαίνουν μεταξύ των εισόδων. Η συγχώνευση MUTAN, από την άλλη, είναι μια
μέθοδος παραγοντοποίησης του εξωτερικού γινομένου, που αυξάνει σημαντικά την πολυπλοκότητα
του μοντέλου. Δεδομένου ότι χρησιμοποιήσαμε τις τιμές των παραμέτρων από την πρωτότυπη δημο-
σίευση [10], η απόδοση του μοντέλου (H) θα επωφελούνταν πιθανώς από περαιτέρω πειραματισμό
με τις τιμές των υπερπαραμέτρων.

Συμπεράσματα
Σε αυτή τη διπλωματική εργασία, εξερευνούμε την αποτελεσματικότητα ενός sequence-to-sequence
μοντέλου για το VQA πρόβλημα. Η προτεινόμενη μέθοδος βασίζεται στη χρήση αναδρομικών νευρω-
νικών δικτύων που εξαρτώνται τόσο από τη γλωσσική όσο και από την οπτική είσοδο. Ο αποκωδικο-
ποιητής εφαρμόζει attention πάνω στα χαρακτηριστικά της εικόνας σε κάθε βήμα αποκωδικοποίσης. Η
πειραματική μας μελέτη εξετάζει τη συμβολή των επιμέρους τμημάτων του μοντέλου. Εν κατακλείδι,
επιτυγχάνουμε ανταγωνιστικά αποτελέσματα δείχνοντας τη δυνατότητα για πρόβλεψη απαντήσεων
ελεύθερης μορφής.

Λέξεις κλειδιά

απάντηση οπτικών ερωτήσεων, μοντέλα ακολουθίας-σε-ακολουθία, γειωμένη συλλογιστική, βαθιά
μάθηση, πολυτροπική μάθηση
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Abstract

Visual Question Answering (VQA) constitutes a task at the intersection of Natural Language Pro-
cessing and Computer Vision. Given an open-ended, natural-language question and an image, the
goal is to predict the correct answer. In recent years, VQA has attracted a lot of interest from the
research community, as it transcends the preliminary of extracting meaningful representations from
each modality. In addition to that, it requires the capability to reason over the inputs and to infer their
relations. Answering arbitrary visual questions is a challenging problem, as it assesses a large range
of skills extending across the linguistic and the visual domains.

One limitation of typical, modern VQA systems is that they approach the task as a classification
problem over a limited set of pre-defined answers. The goal of this Diploma Thesis is to alleviate
the above problem, via proposing a sequence generation model that can produce answers of arbitrary
length. The proposed method is a sequence-to-sequence network conditioned on textual and visual
information from the question and the image respectively. The question encoder is a bidirectional
Recurrent Neural Network augmented with a self-attention mechanism, while the image feature ex-
tractor is comprised of a pretrained Convolutional Neural Network. The answer is generated following
a greedy decoding process, which uses a Recurrent Neural Network cell as the decoder. At each de-
coding step, the answer decoder attends to the visual features by employing a cross-modal, scaled
dot-product attention mechanism. We conduct an ablation study that investigates the contribution of
each module. Our results indicate that the feedback loop, which allows access to image features at
each decoding step, is an effective conditioning mechanism.

The proposed model is evaluated on the VQA-CP v2 dataset, which tests the capacity to reason
over the visual input without depending on language-based statistical biases. Our model shows sig-
nificant improvement of prediction accuracy compared to baseline approaches. We also measure the
performance of the proposed model against state-of-the-art VQA systems. The reported performance
is comparable to that of existing models in the literature, showcasing the feasibility of free-form an-
swer generation for open-ended VQA.

Key words

visual question answering, sequence-to-sequence, grounded reasoning, deep learning, multimodal
learning
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Chapter 1

Introduction

1.1 Visually Grounded Language

The development of machines that understand the meaning of natural language and that are able to
interpret the content of visual scenes, constitute two central objectives of artificial intelligence. In re-
cent years, research in the respective fields of natural language processing (NLP) and computer vision
(CV) has made remarkable progress. Deep neural network techniques have pushed the boundaries
of performance in tasks across the board. Although the areas of NLP and CV are usually studied in
isolation, there is increasing interest in approaches attempting to capture how they interact. These
approaches fall under the broader category of multimodal learning, which focuses on processing and
combining information from the diverse modes in which something exists or is experienced.

Efforts to bridge natural language and visual understanding have been motivated by the aspiration
to enable human-machine interactions about the physical world. As humans communicate with each
other primarily through language, it is expected that autonomous, intelligent machines would also be
capable to reason over visual information using language. Most modern language models are based on
the distributional hypothesis of semantics [30], which states that words that occur in similar linguistic
contexts are likely to have related meanings. Semantic representations of words learned using only
textual corpora have so far been successfully applied to core NLP tasks. However, the limitations of
this overarching approach are called into question by the following argument: Models are trying to
extract the meaning of words, which are simply symbols, from their relation to words in their context,
which are also symbols. As a result, they are lacking the ability to connect word representations to the
real-world objects they refer to [51]. The challenge of grounding the meaning of words in perceptual
experience or action is known as the symbol grounding problem [29].

The importance of grounding semantic representations to physical objects is supported by cog-
nitive evidence. Humans acquire a common understanding about the meaning of words that is tied
to their interactions with the environment. Studies in child language acquisition suggest that there
is a strong correlation between learning new words and learning the corresponding concepts in the
real world [26]. Moreover, experimental findings indicate that in early developmental stages chil-
dren generalize their knowledge about object names based on the similarity of visual attributes [45].
This line of research has inspired several NLP approaches. Recent work has shown that grounding
semantic representations can boost the performance of models on NLP tasks, which are traditionally
tackled by purely linguistic approaches such as word similarity [63], natural language inference [41]
and sentiment classification [38].

Advances in deep learning have given rise to tasks that lie at the intersection of language and
vision and particularly those that aim at leveraging natural language to express visual understanding
capabilities. Such tasks include image captioning [32], visual question answering [7] and visual dialog
[17]. In the scope of this thesis, we focus on the task of visual question answering and propose a model
for grounded answer generation.
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1.2 Visual Question Answering

Visual question answering (VQA) is the task of automatically answering free-form, natural-language
questions by reasoning over a given image. During the past few years, VQA has attracted consider-
able attention in the research community. The success of image classification and object detection
systems has shifted the interest towards more demanding visual understanding tasks. VQA is par-
ticularly challenging because it requires a system to demonstrate varied computer vision capabilities,
such as object recognition, attribute classification, counting and more. Current VQA datasets pose
no limitations to the visual questions asked, meaning that they can demand external knowledge and
common-sense reasoning. In brief, VQA is a multimodal task, that involves the understanding of nat-
ural language, the processing of visual inputs and the ability to reason over both modalities as well as
their interconnections.

The nature of the task allows VQA to serve as a benchmark for visual understanding. Answering
arbitrary questions involves diverse low-level computer vision tasks. As a result, in a VQA setting
we can evaluate how well machines are able to process and reason over visual inputs. It is thus
understandable that open-domain VQA on real-world images is considered as a Visual Turing Test.
Beyond theoretical motivations, VQA can be applied in real-world scenarios. Machines with visual
reasoning capabilities will improve human-machine communication by creating common reference
points in the physical world. An immediate application of such VQA systems would be to assist
visually impaired individuals by enabling them to acquire specific information on the fly. For example,
VQA systems can help blind people either online by providing requested details about visual content
or in real life by helping them navigate dynamic environments.

Why	are	they	holding	an	umbrella?	 Question	Encoder

Fusion	Algorithm

Image	Encoder

.

.

.

red
it	is	raining
yes
dog

playing	tennis
2

.

.

.

Answer	Prediction

Figure 1.1: Abstract diagram of the VQA pipeline.

Since the release of large-scale datasets [7, 27, 43], a multitude of approaches has been proposed.
Most VQA algorithms define a common series of steps, as it is shown in Figure 1.1: First, image
and question representations are extracted by separate modules. The input representations are then
combined using either simple operations, attention mechanisms or more complex fusion methods to
predict an answer. Finally, the fused representation is passed to a classifier that predicts an answer.
More details about specific models are given in our summary of related work (Sec. 5.2).

Addressing VQA as a classification task poses a limitation to current systems. The prediction of
answers on a phrase-level contradicts our intuition suggesting the meaning of a phrase emerges from
the syntax and the semantics of the words that comprise it. Consequently, this approach restricts the
expressiveness of proposed models to closed-world settings, where the space of possible answers is
known in advance. The goal of this thesis is to explore the feasibility of generating answers, instead
of performing classification among a set of known answers. To this end, we adapt the sequence-to-
sequence framework [65] to VQA by conditioning the answer generation to both input modalities.
We use Faster RCNN features [60] to encode the image from salient regions and recurrent layers to
encode the question input as well as to decode the answer. We address the issue of grounding the
answer generation process to the visual input by creating a feedback loop during decoding. At each
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decoding step, the next word is predicted by attending to the image features and fusing with the current
decoder state.

The results of the experiments, which were conducted as part of this thesis, indicate that our con-
ditional answer decoder proposes a viable alternative to the closed-world assumption of current VQA
systems. Through an ablation study we provide empirical evidence supporting the importance of re-
current grounding for model performance. Furthermore, our results demonstrate significant improve-
ment compared to baseline approaches and are competitive with the state-of-the-art for open-ended
visual questions.

1.3 Thesis Outline

The thesis is structured as follows:

• Chapter 2 provides the machine learning background. Specifically, we first introduce the basic
concepts of supervised machine learning and then focus on the deep learning background, that
is most relevant to our work.

• Chapter 3 summarizes the modality-specific approaches that we utilize. We describe the general
application of recurrent neural network for sentence encoding, the convolutional neural network
model that is used to extract image features and the sequence-to-sequence framework.

• Chapter 4 presents the main motivation behind our approach and the system architecture of the
proposed Grounded Seq2Seq model.

• Chapter 5 displays the setting and the results for the different experiments that were conducted.
We also provide some examples of the results of the proposed model.

• Chapter 6 concludes the thesis and proposes directions for future work.
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Chapter 2

Machine Learning Background

2.1 Machine Learning

Machine learning (ML) is the scientific study of algorithms that allow computers to automatically
extract knowledge through data. Computers can thus learn to perform tasks by generalizing from the
experience acquired from data rather than being explicitly programmed. ML is considered a subfield
of artificial intelligence (AI) that has strong ties to computational statistics and mathematical opti-
mization. The term Machine Learning was first introduced in 1959 by Arthur Samuel, a pioneer in
the fields of computer gaming and AI.

ML applications span a wide range of tasks associated with human intelligence. One active area
of research, that makes use of ML methods, is natural language processing (NLP). NLP is concerned
with developing computational algorithms to automatically analyze, understand and generate human
language. ML algorithms have also been a subject of computer vision (CV) research. CV deals with
building algorithms for computers to understand the content of digital images and solve problems
such as face recognition, object detection and image segmentation. Visual question answering, which
is the subject of focus for the present thesis, is a task at the intersection of NLP and CV. Therefore,
after providing a brief, general background on ML, we will focus on the basics of deep learning in the
context of both NLP and CV.

2.1.1 Types of Learning Algorithms

ML algorithms can be broadly divided into three categories depending on the information that is
provided for learning: supervised, unsupervised and reinforcement learning.

Supervised Learning In the setting of supervised learning, an algorithm learns a function from
input examples to target values given a set of data, for which the target responses are known. The set
of input-output pairs used for learning is usually referred to as the training dataset. Supervised models
are designed to derive a mapping function that approximates the implicit relationships in the training
examples with the aim of making accurate predictions about novel inputs. Supervised ML algorithms
can be grouped into two major categories based on the desired output:

• Classification, which refers to the problem of predicting outputs that are restricted to a distinct
set of values (classes). The target output is often called a label. If there are only two possible
classes, the task is referred to as binary classification. For more than two classes, each input can
be assigned exactly one (multi-class classification) or multiple labels (multi-label classification)
of these classes.

• Regression, which refers to the problem of estimating real-valued outputs within a predefined
range.

Supervised methods are very powerful and they are thus utilized in the majority of ML applications.
Many of the recent deep learning breakthroughs in tasks such as object classification, text generation
and machine translation, fall under this category. A more detailed background of supervised learning
algorithms will be presented in Sections 2.2-2.3.
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Unsupervised Learning In unsupervised learning, algorithms learn to infer patterns within a dataset
without being presented with target values for each learning example. This leaves the algorithm to
discover the underlying structure or distribution of the data. Two of the most common unsupervised
learning problems are clustering and representation learning.

• Clustering is the task of finding groupings in the data based on a predesignated similarity mea-
sure such that objects that belong to the same group are more similar to each other than to those
in other groups. Clustering is often used for exploratory data analysis, which aims at providing
insight into a dataset by identifying patterns, trends and outliers.

• Representation learning comprises a set of techniques for discovering representations of raw
data that are conducive to classification or prediction tasks. This replaces manual feature en-
gineering, which can be a difficult and expensive process since it requires domain knowledge.
Moreover, unsupervised methods for representation learning often perform dimensionality re-
duction, i.e. finding representations of the input that lie in a low-dimensional space.

Reinforcement Learning In reinforcement learning, a software agent learns to perform a task in
interaction with its environment. The agent is presented with examples without labels, as in unsuper-
vised learning. However, learning is accomplished by trial and error using feedback from its actions.
Although both supervised and reinforcement learning use external signals to learn an input-output
mapping, supervised learning has access to the target outputs, while reinforcement learning uses pos-
itive or negative feedback to discover the actions that maximize its rewards. Reinforcement learning
algorithms are widely used in autonomous vehicles and logic games, such as the DeepMind’s Al-
phaGo, an AI system that managed to beat an expert at the ancient Chinese game Go.

2.2 Supervised Machine Learning Algorithms

The subject of this thesis, namely visual question answering, falls under the category of supervised
classification tasks. Consequently, the following sections will provide background primarily on su-
pervised learning methods.
Definition Given a dataset of N training examplesD = {(xn,yn), n = 1, ..., N}, the task is to learn
a function f : X → Y mapping the input X to the output space Y . How well the function f fits the
training data, i.e. how accurately it mapsX to Y , is quantified by a loss function L : Y × Y → R≥0.
For instance, given a training example (xi,yi) the loss of predicting the value ŷi = f(xi) is computed
by L(ŷi,yi).

The accuracy of a learning algorithm is measured by its ability to make an accurate prediction y∗,
when it is presented with a novel input x∗ /∈ D. This is referred to as the generalization ability of the
algorithm.

The “no free lunch” (NFL) theorem [72] states that all optimization problem algorithms perform
equally well when averaged over all possible problems. This implies that no one algorithm works best
for learning all possible target functions. Note that the NFL theorem only applies to problems drawn
uniformly at random from the space of all problems, which is not the case for real-world problems.
This highlights the importance of inductive bias, i.e. making assumptions about the about the nature
of the target function, when selecting an algorithm for a particular problem. Some other factors to
consider when choosing a learning algorithm are accuracy, model complexity, training time, number
of parameters and number of features.

2.2.1 Generalization

Definition Generalization refers to a model’s ability to perform well on new, previously unseen
inputs, drawn from the same probability distribution as the ones used to train the model.
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Figure 2.1: Graphical illustration of bias and variance. Figure from: [22]

The entirety of available data is typically split into two parts: the training set used for training the
model and the test set reserved for evaluating the model. It is important to draw a distinction between
the training and the generalization error. The training error is calculated on the training data set and
it is minimized using an optimization technique. The generalization error is formally the expectation
of the model’s error were we to apply it to an infinite, previously unseen inputs. In practice, it is
approximated by the model’s error on the test set.

Ideally, we would like an algorithm to have a low training and generalization error. The prediction
errors of any ML algorithm contain a bias and a variance error term. In order to achieve good model
performance, the sum of these errors needs to be minimized. However, there is a trade-off between a
model’s ability to minimize the bias and the variance simultaneously.

The Bias-Variance Trade-Off

Suppose we have a training data set D = {(xn,yn), n = 1, ..., N}. The training data is actually
generated by some function f , such that y = f(x) + ϵ, where ϵ is normally distributed noise with
zero mean: ϵ ∼ N(0, σϵ).

The goal of the learning process is to find a model f̂(x) to approximate f(x) as well as possible.
The expected squared prediction error at point x is:

Err[x] = E[(f̂(x)− f(x))2]

The prediction error can be decomposed into three terms: [35]:

Err[x] = (E[f̂(x)]− f(x))2 + E[(f̂(x)− E[f̂(x)])2] + σ2
ϵ

Err[x] = Bias2 + Variance+ Irreducible Error

• The bias is the difference between the average model prediction and the correct value. A model
with high bias pays very little attention to the training data and oversimplifies the model. It
always leads to high error on training and test data.

• The variance term corresponds the variance of the approximating function f̂ over all the training
data D. It represents the model sensitivity to the choice of the training dataD.

• The irreducible error is produced by the noise in the data and cannot be reduced regardless of
the learning algorithm.

33



Figure 2.2: The bias-variance trade-off with respect to model complexity. Figure from: [22]

Figure 2.1 presents a bulls-eye diagram to visualize the bias and variance in a 2-dimensional space.
The center ring is the target model that predicts correctly the output values. Moving away from the
bulls-eye the predictions become more and more inaccurate. The dots represent the training data
points.

The reason that there is a trade-off between achieving low bias and low variance, is that these states
are interrelated with model complexity (see Fig. 2.2). Low variance models tend to be simpler, while
low bias models are usually more complex. The trade-off becomes clear when considering the two
extreme cases. A model with zero variance, e.g. a constant function, cannot capture the underlying
pattern of the data. Such a simple model would probably have high bias and perform poorly on both
the training and the test sets. On the other hand, a model with zero bias, would have to be complex
enough to fit every data point in the training set. Although the training error would be zero, such a
model would have high variance and a high generalization error.

Underfitting vs. Overfitting

Figure 2.3: Approximating functions of increasing complexity from left to right. Figure from: [1]

The difference between the training and the generalization error is often called the generalization
gap. The goal of ML algorithms is to minimize both the training error and the generalization gap. In
order to achieve that we need to avoid the phenomenons known as underfitting and overfitting (see
Fig. 2.3). Whether a model will under- or overfit depends on the its complexity (see Fig. 2.2) and the
availability of sufficient training data.

Underfitting occurs when the model is not able to reduce the training error. An underfitted model
has not captured the relationship between the inputs and the target outputs. Underfitting is related to
low variance - high bias errors.

Overfitting occurs when the model is able to reduce the training error, but the generalization gap
is substantial. A model will overfit, if it is complex enough to adapt to the noise in the training data.
Overfitting is related to high variance - low bias errors. A common strategy to combat overfitting is
to withhold a subset of the training examples known as the validation set, on which different models
can be evaluated until we determine the appropriate model complexity.
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2.2.2 Logistic Regression

Logistic regression (LR) is a linear classification model. LR computes the probabilities for a classifi-
cation problems with two possible outcomes by applying the logistic function to the output of a linear
function f . The logistic function, also known as the sigmoid function, squeezes a vector into a range
of (0, 1). For a binary classification problem, the probability of one of the classes for a feature vector
x ∈ Rd is computed as:

P (y = 1|x) = 1

1 + e−f(x)
(2.1)

where f is a linear function with wi parameters:

f(x) = w0 + w1x1 + ...+ wdxd (2.2)

The probability of the other class would be P (y = 0|x) = 1 − P (y = 1|x). Each input is assigned
the class label for with the posterior probability is greater than 0.5.

The parameters of the linear function are computed by minimizing the cross-entropy loss J , which
is defined as:

J(w) = −[y log(P (y = 1|x)) + (1− y) log(1− P (y = 1|x))] (2.3)

This optimization problem can be solved using the gradient descent algorithm, which will be described
further in Section 2.3.3.

2.2.3 Support Vector Machines

Figure 2.4: Left: Examples of hyperplanes that separate the data points. Right: The hyperplane cho-
sen by the SVM algorithm.

Support Vector Machines (SVMs) are linear classification models as well. Suppose we have a
binary classification problem and that the training data are linearly separable in the feature space.
One could choose any of such solutions as the decision boundary (see Fig. 2.4). The objective of the
SVM algorithm is to find the hyperplane with the maximum margin, i.e. to maximize the smallest
distance between the hyperplane and any of the samples [11].

A hyperplane in a d dimensional space can be described mathematically by the equation:

wTx+ b = 0 (2.4)

where x ∈ Rd are the input features, w ∈ Rd and b ∈ R are the parameters. Without the bias term
b the model would be limited to hyperplanes that go through the origin. We assume that the training
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Figure 2.5: Overview of an artificial neural network. Figure from [37].

data set with class labels y ∈ {−1,+1}, that is linearly separable. There exists at least one choice of
the parametersw and b such that for the function f(x) = wTx+ b we get:

f(x) > 0 ∀ x with label y = +1 (2.5)
f(x) < 0 ∀ x with label y = −1 (2.6)

That means that y · f(x) > 0 for all training data points xi. The distance of a point x from the
hyperplane is given by |f(x)|/ ∥w∥. We can scale w, so that the value of f(x) is equal to 1 for the
nearest points with y = 1 and equal to −1 for the nearest points with y = −1. The maximum margin
then becomes equal to 2/ ∥w∥ requiring that:

f(x) ≥ −1 ∀ x with label y = +1 (2.7)
f(x) ≤ −1 ∀ x with label y = −1 (2.8)

The task is now formulated as finding the parametersw, b such that

min J(w) =
1

2
∥w∥2 (2.9)

subject to yi(w
Txi + b) ≥ 1, ∀xi (2.10)

This is an example of a quadratic programming problemwhich is solved using the method of Lagrange
multipliers [11]. The SVM algorithm can be extended for datasets that are not linearly separable by
using the kernel trick, projecting data points into high-dimensional feature spaces, where they become
linearly separable.

2.3 Deep Learning

In order to give an overview of deep learning, we will first introduce the concept of artificial neural
networks.

Artificial neural networks (ANNs) are a computational learning paradigm loosely inspired by the
biology of the human brain [54]. The term “artificial neural networks” does not describe a particular
algorithm, but rather a framework to design and train ML models for a wide variety of tasks. ANNs
can process any kind of real-world data that is represented as a vector, be it text, image, sound etc.
That is because ANNs are able to extract features from raw input data and to be trained in an end-to-
end manner. This eliminates the need for engineering hand-crafted features, a process which requires
domain expertise and is often both task-specific and time-consuming.

Deep learning (DL) is used to describe the set of techniques for learning in deep neural networks
[54]. Deep ANNs are typically composed of multiple layers of units. The attribute “deep” refers to
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Figure 2.6: The perceptron. The terms wi represent the neural weights and b represents the bias.

the number of layers in a neural network. The first layer is called the input layer and the last one is
called the output layer. Any layer between the input and the output layer is called hidden (see Fig 2.5).
ANNs with one hidden layer are described as shallow, while ANNs with two or more stacked hidden
layers are described as deep. Deep neural networks are able to learn a hierarchy of features, as the
features are transformed from one layer to the next, forming more and more complex representations.

According to theUniversal Approximation Theorem [16], an ANNwith only one hidden layer can
approximate any continuous function with arbitrary precision. More formally, given any continuous
function f(x) and some ϵ > 0, there exists an neural network f̂(x) with one hidden layer such that
|f(x)−f̂(x)| < ϵ ∀x. Even though shallow neural networks are universal function approximators,
in practice deeper networks are necessary to learn most tasks. The layer of a shallow network that
approximates f may be infeasibly large or such an ANN may fail to generalize correctly [24].

In the past decade, DL has experienced an explosive growth. However, the basic ideas around
DL started forming in the 1940s. There are two main contributing factors for the recent success of
DL. On the one hand, the availability of larger, labeled datasets has played a key role. Deep neural
networks require massive amounts of data for training. On the other hand, deeper networks and larger
datasets also require a lot of computing power. The efficient training of DL models was enabled by
the high parallelization of computations, that is achieved by multi-core hardware architectures such
as Graphics Processing Units (GPUs).

2.3.1 The Perceptron

The simplest possible type of ANNs is the perceptron [61]. The perceptron is a network with a single
unit that can be used to for binary classification problems assuming that the two classes are linearly
separable. The algorithmwas developed in the 1950s by Frank Rosenblatt. As it is illustrated in Figure
2.6, the perceptron first sums up the weighted inputs and a bias, and then applies to the weighted sum
an activation function such as the sign or the sigmoid function.

Suppose we have a training data set D = {(xn, yn), n = 1, ..., N}, where xn ∈ Rd and yn ∈
{−1, 1}. The two classes can be separated by a hyperplane with parameters w ∈ R, b ∈ R (see Eq.
2.4-2.6). To simplify the notation we will incorporate the bias term b to the weights w by expanding
the input and weight vectors such that

x = [1, x1, ...xd]
T (2.11)

w = [b, w1, ...wd]
T (2.12)

LetM be the set of all data points missclassified by a perceptron with parametersw. The cost function
is defined as:

J(w) =
∑
x∈M

ywTx (2.13)

The cost function is non-negative and it becomes zero when the weights w correspond to a solution,
that is when no point in the dataset is missclassified. The algorithm for finding a solution is similar
to gradient descent. Starting with a random initialization of w, we iteratively update the weights in
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the direction of the negative gradient of the cost function J(w). However, the cost function is not
differentiable at all points in the weight space. As we adjust the weights w, there is a point where a
data sample x that was previously missclassified, is classified correctly by the new hyperplane. At
this point the number of samples inM changes and the gradient at this point is not defined.

To recapitulate the steps in the perceptron algorithm, starting with an initialization of the weights
w(0) we apply iteratively the following update rule:

w(t+ 1) = w(t)− α(t)x(t) (2.14)

where α(t) is the learning rate at iteration t, i.e. a constant in the range (0, 1] that controls the size of
the update. The update process is repeated until the cost function becomes equal to zero. It has been
proven that the perceptron algorithm converges to a solution after a finite number of steps [66].

The learning rate is an example of what is known as hyperparameters of ML algorithms, that
means parameters whose values are not learned by the algorithm itself. Hyperparameters are properties
of the algorithm that have to be set before the learning process and they are usually chosen empirically.

The perceptron can also be trained in an online fashion. This means that each data sample in D
is examined successively and in case it is misclassified the update rule (Eq. 2.14) is applied. Once
all data samples inD have been examined, we say that an epoch has been completed. This process is
repeated for a finite number of epochs.

Comparing the Perceptron to Logistic Regression and SVMs

In previous sections, we have described two more linear classification methods, namely logistic re-
gression (Sec. 2.2.2) and SVMs (Sec. 2.2.3).

Both the perceptron and the SVM algorithm aim at finding a hyperplane that classifies correctly
the samples from both classes. Nonetheless, the solution of the perceptron algorithm is not unique.
Since there exist multiple hyperplanes that separate the classes, the algorithm could converge to any of
them depending on the weight initialization and the learning rate. On the contrary, the SVM algorithm
produces the hyperplane that maximizes the distance of each sample from the decision boundary (see
Fig. 2.4). Another difference of these algorithms is that the perceptron can be trained online, while
the SVM requires all the training samples at once.

A perceptron with a sigmoid (logistic) activation function is equivalent to logistic regression.
Using the sigmoid function allows us to interpret the output of the perceptron as the probability of the
input belonging to one of the classes. The prediction is based on whether the output is greater than 0.5
or not. For instance, if the output of the perceptron is interpreted as the probability P (yi = 1|xi;w),
we can formulate the cross-entropy loss (Eq. 2.3) and train the model as we would a logistic regression
classifier.

The perceptron can be considered as the building block of feedforward networks, which we will dis-
cuss next.

2.3.2 Feedforward Networks

Feedforward networks, also called multilayer perceptrons (MLPs), consist of multiple stacked layers
of computational units, which are connected without any feedback loops. Each unit is a perceptron
that takes as input the output of the previous layer and implements a vector-to-scalar function. There
are typically no connections between units of a single layer. So, feedforward networks can represented
as acyclic graphs that compose together many different functions.

A feedforward networks is made of an input layer that accepts the input data, hidden layers that
process outputs from the previous layer and an output layer that provides the final output. The flow of
information from the input to the output is called forward propagation. The number of hidden layers
determines the depth of a model, while the number of the units in the hidden layers determines the
width of the model.
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(a) σ(x) (b) tanh(x)

Figure 2.7: Left: The sigmoid function. Right: The tanh function.

The goal of a feedforward networks is to approximate a functions f that maps the input x to a
target y. Linear models, such as logistic regression and the perceptron, can learn only linear functions
in the form of y = wTx, wherew are the model parameters. Feedforward networks, however, are not
limited to linear functions thanks to the use of non-linear activation functions. These models can learn
non-linear transformations ϕ of the input such that y = wTϕ(x;θ). The function ϕ with parameters
θ is defined by the hidden layers of the network. Both θ and w are learned during training using a
gradient-based method.

Activation Functions

As noted above, the purpose of activation functions is to introduce non-linearities to the network.
Non-linear activation functions are a prerequisite for the universal approximation theorem. Without
non-linearities the model capacity would not grow as the depth of the model increases. Lets consider,
for example, a linear neural network with one hidden layer of two units w1 and w2 and one output
unit wo :

y = wo1(w11x1 + . . . w1nxn) + wo2(w21x1 + . . . w2nxn
= (wo1w11 + wo2w21) x1 + · · ·+ (wo1w1n + wo2w2n) xn
= w̄1x1 + · · ·+ w̄nxn

(2.15)

It’s obvious that a feedforward network without linear activation functions is equivalent to a linear
neural network without hidden layers. In this section, we present some of the most commonly used
activation functions for deep neural networks.

Sigmoid

The sigmoid function is defined as:
σ(x) =

1

1 + e−x
(2.16)

As seen in Figure 2.7a, the sigmoid function squashes real-valued numbers to the range (0, 1). In
particular, large negative numbers become 0 and large positive numbers become 1. This causes the
problem of vanishing gradients. In the saturation regions the gradient is almost zero, which means
that during training the weights will barely be adjusted. Moreover, the use of sigmoid activations
makes the learning process sensitive to the initialization of the weights. If the initial weights are too
large or too small, the small gradients will hinder the learning.

Hyperbolic tangent

The hyperbolic tangent (tanh) function is defined as:

tanh(x) =
ex − e−x

ex + e−x
(2.17)
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(a) f(x) = max(0, x) (b) f(x) = max(0.1x, x)

Figure 2.8: Left: The ReLU function. Right: The leaky ReLU function.

The tanh function (see Fig. 2.7b) is similiar to the sigmoid function, but it is zero-centered. Tanh
squashes real-valued numbers to the range (−1, 1). In fact, the tanh function is a scaled sigmoid:

tanh(x) = 2σ(2x)− 1 (2.18)

Therefore, the tanh activation function suffers from the vanishing gradient problem as well.

Rectified Linear Unit

The rectified linear unit (ReLU) function is defined as:

f(x) = max(0, x) (2.19)

This ReLU (see Fig. 2.8a) is themost common activation function in feedforward neural networks.
The popularity of the ReLU is attributed to the fact that it is a piecewise linear function, which facili-
tates the optimization with gradient-based methods. In addition, ReLUs are computationally efficient
compared to sigmoid or tanh activations, which involve expensive operations with exponentials. Al-
though ReLUs do not suffer from the vanishing gradient problem, a complication that can arise from
their use is the problem of the “dying ReLU”. A ReLU dies when the weights are updated in such
a way that the output of the unit becomes zero for any input. This means that the gradient flowing
through the unit will be zero and the weights will not be updated. As a result, that unit will not activate
(i.e. become non-zero) from that point on. Another drawback of ReLUs is that the output value is not
bound, which can lead to activations blowing up in deep networks.

In order to overcome the problem of the “dying” ReLU, the leaky ReLU was proposed [52]. The
leaky ReLU (see Fig. 2.8b) has a small slope instead of becoming zero for negative values and it
defined as:

f(x) =

{
αx if x < 0
x if x ≥ 0

(2.20)

where α is a small positive constant.

2.3.3 Training Artificial Neural Networks

Loss Functions

ANNs are trained using an optimization method, which aims to find the set of model parameters that
minimizes the prediction error. The prediction error of a model with w parameters is estimated by a
loss function J(w). The loss function computes a non-negative value that measures the inconsistency
between the predicted and the target output.

Most deep ANNs are trained under the framework of maximum likelihood estimation (MLE).
MLE is a method of estimating the best model parameters ŵ by maximizing the likelihood function,
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or equivalently by minimizing the negative likelihood. Suppose we have a training dataset D =
{(xn,yn), n = 1, . . . , N} The maximum likelihood estimate is defined as:

ŵ = argmax
W

N∏
i=1

P (y = yi|xi;w) (2.21)

In practice, it is common to take the logarithm of the likelihood function. This monotone transforma-
tion makes the computation of the derivatives more convenient without changing the maxima:

ŵ = argmax
W

N∑
i=1

logP (y = yi|xi;W ) (2.22)

Under the MLE framework the loss function estimates how closely the distribution of predictions
matches the distribution of the targets in the training data. This dissimilarity between the empirical
distribution p and the predicted distribution q can be expressed by the cross-entropy H . The loss
function is computed as:

J(w) = H(p, q) = − 1

N

N∑
i

logP (y = yi|xi;w) (2.23)

Note that the performance of an ANN on a particular task is typically evaluated by a measure P
different that the loss J . This measure, however, is often unsuitable for gradient-based optimization.
As a result, we minimize a carefully selected loss function and expect that by minimizing the loss we
will optimize the performance measure P .

Suppose we have a classification task with K possible classes. We want the output layer to cal-
culate the probability distribution over the K classes. In order to convert the values zi of the output
layer to probabilities, we use the softmax function. The softmax function is defined as:

softmax(zi) =
ezi∑K

j=1 e
zj

(2.24)

The values zi are first exponentiated to become positive and then normalized so that the sum of the
output values for all classes adds up to 1. The softmax function can be seen as a generalization of
the sigmoid function, which is often used to compute the probability distribution in case of a binary
classification problem.

Optimization

Training an ANN is essentially the optimization problem of finding the set of model parametersw that
minimizes the average loss function J(w) over the training data. This problem is usually addressed
using gradient descent. Gradient descent is an iterativemethod. Parametersw are randomly initialized
and at each iteration they are adjusted by taking a step in the parameter space following the direction
of the negative gradient of the loss function∇J(w). The biggest difference between training a linear
model like the perceptron and a deep neural network is that the non-linearity of deep models causes
the loss surface to become non-convex (see Fig. 2.9). This means that there is no guarantee that a
gradient based method will converge to a global minimum, where the loss function is zero. In fact,
provably solving the optimization problem of deep neural networks belongs to the class of an NP-
hard problems [36]. That means that there probably exists no algorithm that finds the optimal set of
parameters for a deep NN in polynomial time.

The parameters w at the i-th iteration are updated according to the rule:

wi+1 = wi − α∇J(wi) (2.25)
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Figure 2.9: Left: The surface of a convex loss function. Right: The surface of a non-convex loss
function. Figure from [74]

where α is the learning rate. The gradient defines the direction in which we should update the weights,
but it does not provide any information as to the magnitude of the update step. As we saw in the
description of perceptron algorithm (see Eq. 2.14), this is controlled by the learning rate. The learning
rate is one of the most important hyperparameters in training ANNs. On the one hand, if the learning
rate is too big, Gradient Descent may overshoot the minima and bounce back and forth on the loss
surface. On the other hand, if the learning rate is too small, it may take too long to reach a local
minimum, or the algorithm might get stack at a suboptimal local minimum.

An analogy that is often used to provide some intuition for the Gradient Descent algorithm is that
of a blindfolded person trying to move down a valley. Imagine that every point in a valley corresponds
to a setting of the parameters and the height at each point corresponds to the value of the loss function
for that particular setting of the parameters. In order to reach the bottom of the valley without knowing
its exact location, one could assume that the best strategy is to take steps in the direction where the
slope of the ground is the steepest. This is analogous to updating the model parameters in the opposite
direction of the gradient.

Backpropagation

In order to efficiently calculate the weight updates for a deep neural network, we employ the back-
propagation algorithm [62, 46]. Backpropagation is a recursive method that uses the chain rule to
compute the partial derivatives of the loss at each layer of weights. Starting with computing the gra-
dient of the output layer and moving towards the input layer, the backpropagation algorithms avoids
repeating computations by caching intermediate results.

Variants of Gradient Descent

We can categorize gradient descent variants into three groups based on the amount of data used to
compute the gradient of the loss function.

• Batch gradient descent computes the loss function by averaging the loss for each datum the
entire training set. For large datasets this can be very computationally expensive.

• Stochastic gradient descent (SGD) [12] updates the parameters using the gradient of the loss
at a single data point at a time. Although it is faster than batch gradient descent, it can lead to
noisy gradients and cause the loss function to fluctuate.

• Mini batch gradient descent falls in between the batch and the stochastic variants. The size
of a batch is a learning hyperparameter that is set empirically. Larger batches provide a more
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accurate estimate of the gradient, while the noisier estimate of smaller batches can help prevent
overfitting. Batches can be processed in parallel, which speeds up the training process. The
size of the batch is often limited by the available memory of the hardware. In practice, this is
the most commonly used variant of gradient descent.

Challenges of Gradient Descent

Two common issues that arise when dealing with the optimization of a non-convex loss function
[24] are local minima and saddle points. As the optimization is based on the gradient, there is a
danger that the algorithm will reach a suboptimal point and not be able to escape it as the gradient
becomes really small. Local minima are problematic, if they have a high loss in comparison to the
global minimum. However, research suggests that saddle points are actually much more common and
difficult to overcome [18], as they tend to be surrounded by plateaus of the loss surface. The noise
that is introduced by stochastic gradient descent helps escape local minima and saddle points.

In addition, in the last few years a number of variants of SGD have been proposed to overcome
these optimization challenges. Adagrad [20] adapts the learning rate to the parameters. This means
that parameters associated with frequently occurring features will have a smaller learning rate than
more rare ones. As a result, Adagrad works particularly well for sparse datasets. RMSprop is an
unpublished modification of Adagrad introduced by Geoffrey Hinton. It was developed to counteract
the fast decay of the learning rate by accumulating only recent gradients for the scaling of the learning
rate. Lastly, Adam [40] also computes an adaptive learning rate for each parameter. On top of keeping
a running average of past gradients withing a fixed-size window like RMSprop, Adam also utilizes the
running average of the past squared gradients. In recent years, Adam has become the default optimizer
for most applications.

Regularization

Regularization refers to a set of techniques used during training to prevent overfitting. Overfitting is a
prevalent problem in deep learning. The large number of parameters, that is often in the millions, can
lead to deep neural networks memorizing the training data. During training, as the model parameters
are updated the loss computed over the training data diminishes. However, if the model capacity
is high enough, after a certain point the parameters start adjusting to the noise in the data and the
generalization error rises (see Fig. 2.10).

Most regularization strategies aim at balancing the bias-variance trade-off. In the context of model
error, that means achieving a lower generalization error at the expense of increasing the training error
[24]. One way to achieve that is by regulating the model capacity. However, that does not necessarily
mean that the generalization gap can be closed simply by determining the appropriate number of model
parameters. Since we do not have access to the underlying distribution of the data, the best strategy
usually is to allow the model to have access to highly complex function families and use regulariza-
tion to control the complexity. Some regularization techniques attempt to improve generalization by
introducing prior knowledge or encoding a preference for simpler models. Other methods, known as
ensemble methods, combine multiple models to increase the overall robustness.

In this section, we will present some common regularization techniques.

Parameter Norm Penalties

A standard approach for limiting the complexity of a deep neural network is to penalize the norm
of the model parameters. This is achieved by adding to the cost function J(w) another term Ω(w)
known as the regularization term. The overall loss function then becomes:

J ′(w) = J(w) + λΩ(w) (2.26)

where λ is a constant in the range [0, 1] that controls the strength of the regularization. The two main
norm penalties are the following:
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• L1 regularization:
Ω(w) = ∥w∥1 =

∑
i

|wi| (2.27)

The update rule of gradient descent defined in Eq. 2.25 becomes:

wi+1 = wi − α(∇J(wi) + λ sign(wi)) (2.28)

L1 regularization encourages the network to become sparse. At each iteration, we subtract a
constant factor from all weights with a sign equal to sign(wi). This can eventually driving some
of the network weights to zero. This property acts as a feature selection mechanism.

• L2 regularization, also known as weight decay:

Ω(w) =
1

2
∥w∥22 (2.29)

The update rule of gradient descent defined in Eq. 2.25 becomes:

wi+1 = wi − α(∇J(wi) + λwi) (2.30)

At each iteration we subtract from the weights an additional term that is proportional to their
magnitude. This causes the weights to decay over time, hence the name “weight decay”. Large
weights are penalized more severely than small ones. Consequently, L2 regularization encour-
ages the weights of the network to remain small.

Sometimes L1 and L2 regularizers are combined. This is known as elastic net regularization. The
contribution of each regularizer is controlled by the hyperparameter λ ∈ [0, 1] as follows:

Ω(w) = (1− λ) ∥w∥1 +
λ

2
∥w∥22 (2.31)

Early Stopping

Figure 2.10: Overfitting occurs when the training error continues to decrease, while the generalization
error rises. This is combatted by applying early stopping. Figure from [4]

Early stopping is a very useful technique for preventing overfitting. As mentioned above, after
a certain number of iterations the model starts to learn the noise in the training data. It is therefore
important to monitor at each epoch the performance of our model on the validation set. Early stop-
ping terminates the training process as soon as the validation loss stops decreasing. In practice, the
validation loss may start decreasing again after a few epochs. We usually allow the model to continue
training for a predefined number of epochs, which is often referred to as patience. In essence, early
stopping is tuning the hyperparameter number of epochs.
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Figure 2.11: The effect of dropout during training. Figure from [64]

Data Augmentation

One straightforward way to reduce the risk of overfitting is to use more training data. Collecting
large amounts of labeled training data can be costly. Instead, one can create synthetic data from the
already available dataset. This strategy is called data augmentation. The data augmentation methods
that can be applied to a training dataset in order to create new examples depend on the specific do-
main. Data augmentation has been utilized successfully for image classification. It is common to use
small transforms of the original images that preserve the label of each sample. Such transforms can
include flipping, rotating, rescaling and cropping of the image. For the natural-language domain data
augmentation is less common. Nonetheless, one way to augment text data is synonym replacement.
In general, data augmentation can also be achieved injecting small random noise to the data. This it
helps improve the robustness of neural networks.

Dropout

Dropout [64] is one of the most frequently used regularization techniques for deep learning. It is
a simple yet effective method. During training each unit is dropped with with probability p > 0.
Being “dropped” refers to a unit being ignored during both the forward and the backward pass of an
iteration (see Fig. 2.11). At test time, all units are employed, but they have to be scaled by a factor
1/p to account for the missing activations during training. Dropout prevents units from forming co-
dependencies amongst each other.

Suppose we have a model withN units, each of which can be dropped. Training a neural network
with dropout can be seen as training a collection of 2N subnetworks that share some of their parame-
ters. As a result, dropout can be seen as a form of ensembling an exponential number models without
the requirement of training and evaluating multiple ones.

2.3.4 Recurrent Neural Networks

Recurrent neural networks (RNNs) are a type of neural networks that process sequences of input
data. Unlike feedforward networks that operate under the assumption that all training instances are
independent, RNNs produce their output taking into consideration information presented previously
presented to them. [24]. As it is shown in Figure 2.12, RNNs have loops that allow the information
to be passed from one step to the next. Formally, given an input sequence x1,x2, ....xt, the hidden
state of an RNN unit with parameters θ is computed as:

h(t) = gh(Whhh(t− 1) +Wxhx(t) + b)
y(t) = gy(Whyh(t) + c)

(2.32)
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Figure 2.12: Left: A recurrent neural network with one input and one output. Right: A recurrent
neural network unfolded for a sequence of length t.

where gh and gy are activation functions. The weight matrices Wxh and Whh can be regarded as
filters that determine the importance of the input and the previous hidden state respectively. At each
step the output is computed using the same weight matrices and biases. Parameter sharing across time
steps improves generalization in two ways. It allows the processing of sequences of variable lengths
and and the extraction of information that can occur at different positions within a sequence (e.g. ”I
went to the office on Monday.”, ”On Monday I went to the office.”).

The loss L is computed once the entire input has been processed as the sum of the losses L(t) at
each time step:

L =
∑
t

L(t) = −
∑
t

log(y(t)) (2.33)

In order to optimize an RNN, the gradient needs to be propagated not only through the depth of the
model but also through previous time steps. This is known as back-propagation through time [71].
When optimizing RNNs a common issue is that these long-term dependencies cause the gradients to
become either very large (explode) or very small (vanish). The problem of exploding and vanishing
gradients is mitigated by special types of RNNs, such as the Long Short-Term Memory networks
(LSTMs), which we will introduce in the following section.

Some variants of RNNs include the following:

• Deep RNNs: By stacking simple RNNs on top of each other we can build deeper networks that
are able to capture the hierarchy of the input data.

• Bidirectional RNNs: Bidirectional RNNs are based on the idea that the output at time t may
depend on both previous and future information in the sequence. The output of each unit is
a combination (sum, multiplication, concatenation) of the outputs of a forward RNN, which
processes the sequence normally, and a backward RNN, which begins processing the sequence
from the end. There are no connections between the hidden states of the two RNNs.

• Sequence-to-Sequence RNNs: This architecture enables the mapping between sequences of
variable lengths. The encoder network maps the input sequence to a fixed-sized vector, which is
fed into the decoder network to generate the output sequence. Sequence-to-sequence modeling
will be discussed in further detail in Section 3.3.

Long Short-Term Memory Networks

Long short-term memory (LSTM) networks were introduced by Hochreiter and Schmidhuber [31] in
order to combat the problem of exploding or vanishing gradients during the optimization of RNNs.
LSTMs are able to effectively learn long-term dependencies and they have been applied successfully
to a wide range of problems including speech recognition, text classification and image captioning
tasks.
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Figure 2.13: The LSTM cell.

The building block of an LSTMnetwork is called a “cell” (see Fig. 2.13). An LSTMcell makes use
of of three gating units in order to determine the flow of information, and control which information
to preserve in its internal states and which to forget. In particular an LSTM cell (see Fig. 2.13)is made
of:

• the forget gate ft, which determines the information that is going to be erased from the cell state.
Information from the current input xt and the previous hidden state ht−1 is passed through a
sigmoid activation function in order to scale the values between 0 and 1. Values closer to 0 will
be forgotten, while values closer to 1 will be kept in the cell state,

• the input gate it, which controls which values of the input will be carried over to the new cell
state,

• the output gate ot which controls how much of the cell to reveal at the output based on the
current input and previous hidden state.

• the memory cell ct, which is updated based not only on past information but also on current
input. The past information is filtered by the forget gate ft, while the new information is filtered
by the input gate it,

• the hidden state ht by which the LSTM encodes the sequence up to the time step t.

The set of equations that define LSTM cell are :

ft = σ(Wfxt +Ufht−1 + bf )
it = σ(Wixt +Uiht−1 + bi)
ot = σ(Woxt +Uoht−1 + bo)
ct = ft ⊙ ct−1 + it ⊙ tanh(Wgxt +Ught−1 + bg)
ht = ot ⊙ tanh(ct)

(2.34)

where xt is the input at time t, ht−1 is the output of the cell at t − 1 and the symbol ⊙ denotes the
element-wise multiplication between the vectors.

2.3.5 Convolutional Neural Networks

Convolutional Neural Networks (CNNs) are a type of feedforward networks that process structured
data using the convolutional operation. Although, drawing analogies between the function of artificial
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Figure 2.14: Full architecture of a CNN taken from [56]

and animal neural functions can be spurious, CNNs are a standout example of machine learning driven
by neuroscientific insights. The first CNNs were inspired by the visual cortex of animals: Each of
the cortial neurons responds only to stimuli coming from a restricted region, namely its receptive
field. There are two types of cortial neuron cells, ones that detect basic shapes with a particular
within a small receptive field and ones that have larger receptive fields and more spatially invariant
responses. Consequently, CNNs were initially applied mostly to computer vision tasks. However, in
recent years they have demonstrated competitive results in additional domains, such as speech and
text. In general, CNNs can process any data that exhibit a clear grid-structure. For instance, images
are typically encoded as 3-dimensional volumes of a red, a green and a blue channel (RGB encoding).
Sound can be represented visually as a spectrogram and text can be viewed as a set of consecutive
n-grams (sequences of n contiguous words).

A layer is characterized as convolutional, if its weights are applied to the input using the operation
of convolution instead of matrix multiplication. From a mathematical viewpoint, a convolution of two
functions is the integral transform that measures howmuch one function modifies the other, as the first
one passes over the latter. Given an input function x and a weighting functionw the convolution x∗w
is defined as:

s(t) = x(t) ∗ w(t) =
∫

x(h)w(t− h)dh (2.35)

The weighting function is often called a filter or kernel. The output of the convolution is also referred
to as a filter/feature map. As we have seen above, the output of a fully-connected layer with input x
and weights w can be expressed as wTx. CNNs, conversely, perform discrete convolutions of the
inputs and weights. In practice, most DL libraries do not flip the kernel in favor of simplicity. The
implemented function is the cross-correlation:

s(t) = x(t) ∗ w(t) =
∑
h

x(t+ h)w(h) (2.36)

The size of the kernels is usually much smaller than the input. This allows CNNs to learn hierarchies
of patterns. The first layers of CNNs extract simple, local patterns that are gradually assembled in
more abstract and complex ones moving deeper into the network.

Another key difference between fully-connected and convolutional layers is that while fully-
connected layers can be broken down into two stages, the affine transformation and the activation
function, convolutional layers are composed of the following three:

• Convolution stage: The first step is to apply conlvolution between the input and a set of kernels.

• Detector stage: The second step involves the use of a nonlinear activation function. A common
nonlinear function used at this stage is the ReLU 2.19.

• Pooling stage: Finally, in the pooling stage the features are downsampled. Each feature in the
output feature map corresponds to a summary statistic of a neighborhood of features.

The pooling operation is integral to the conception of CNNs as it enables successive layers to process
representations of increasing fractions of the original input. In addition, pooling layers reduce the size
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Figure 2.15: Sparse connectivity and parameter sharing in convolutional layers (top) in comparison to
fully connected layers (bottom). The shading of the units is indicative of the connectivity
of the units. Unit x3 is shaded along with the units of layer i + 1 that are affected by
the value of x3. The bold edge is an example of parameter sharing in CNNs. In fully
connected layers, each value is only used once. Figure adapted from [24]

of the output which also helps to reduce the number of model parameters. This leads to an increase
of the computational efficiency and prevents overfitting. The pooling process is somehow similar
to the convolution described before in terms of operating on feature neighborhoods, but instead of
using a learned filter, it uses a hardcoded function. Two of the most common pooling operations are
max- and average-pooling. As the names suggest, max-pooling selects the feature with the maximum
value within a region, while average-pooling computes the average of a neighborhood of features. In
practice, max-pooling have been found to perform better.

Pooling layers achieve invariance to small transformations of the input. If we pool over regions
of the feature maps, the learned representations become translation invariant. That means that if we
apply a small shift to the input, the output of the pooling will be approximately the same. This is very
helpful for cases, where it is more important to know if a feature exists rather than its exact location. If
we pool over features from separate feature maps, the learned representations can become invariant to
transformations of the input. For example, max-pooling over image features helps grants invariance
to rotations [24].

CNN display three important properties: sparse connectivity, parameter sharing and equivariant
representations.
Sparse Connectivity In fully-connected layers, each output is computes as a function of all the
input values. However, this leads to the number of parameters quickly blowing up when the input is
very high-dimensional. CNNs overcome this problem through sparse interactions. That means that
each output neuron will only be connected to a local region of the input neurons (see Fig. 2.15).
The extent of the connectivity is controlled by the size of the kernel, which is a hyperparameter often
referred to as the receptive field of the neuron. Sparse connectivity constraints the number of model
parameters, which reduces memory requirements as well as the risk of overfitting.
Parameter Sharing Another benefit of using the operation of convolutions it that it enforces param-
eter sharing. It is motivated by the assumption that it would be desirable to extract similar features
along different input regions. The kernel can be thought as a filter sliding across the input, so that
each element of the kernel is applied to each element of the input. Figure 2.15 visualizes the property
of parameter sharing present in convolutional layers (top graph), where the bold edge represents a
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weight being used at each input node. Parameter sharing, also called weight tying is a technique as it
significantly limits the number of model parameters.
Equivariant Representations Another effect of parameter sharing in CNNs is that the learned
representations are equivariant to translation. A function f is equivariant to a function g if f(g(x)) =
g(f(x)). That means that applying a convolutional layer to a translated input, will yield the same
representation as translating the output of the convolution. This property explains why a kernel detects
a particular pattern across the input. In order to detect multiple features at each layer we do not use
just one kernel but a set of them.

2.3.6 Attention Mechanisms

In recent years, attention has been established as a valuable tool for deep learning models. Originally,
attention was used in Neural Machine Translation to dynamically attend over the representation of
the input sequence and predict the next word in the translated sequence [8]. Since then attention
mechanisms have been applied to multiple tasks and domains yielding state-of-the-art results. This
success motivated the design of the Transformer [69], a type of network for processing sequences
based entirely on self-attention.

Attention can be interpreted as focusing on the most relevant elements of the input by computing
weights of importance for their representations. For instance, these elements could be regions in an
image or words in a sentence. The importance of each element is typicallymeasured by their alignment
with a query vector q.

Formally, given a set of N input vectors x1, . . . ,xn and a query vector q the attention module
uses an alignment function to score the relevance of each xi to the query q. The alignment scores si
are then normalized using the softmax function to produce attention weights α1, . . . , αn that sum to
1. The final representation x̂ is represented as the average of the inputs xi weighted by αi.

si = align(q,xi) (2.37)

ai = softmax(si) =
esi∑
j e

sj
(2.38)

x̂ =
∑
i

aixi (2.39)

The score si for each vector xi is a scalar computed with an alignment score function. Table 2.1
summarizes a collection of popular alignment score functions.

Name Alignment Score Function

General [50] s⊤Waxi

Additive [8] v⊤a tanh(Wa[s;xi])
Dot-Product [50] s⊤xi

Scaled dot-product [69] s⊤xi√
n

Content-based [28] cosine(s,xi)

Table 2.1: Types of alignment score functions that take as input the representations xi ∈ Rn and the
query q ∈ Rd.
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Chapter 3

Multimodal Learning

Visual question answering is the task of predicting an answer to a natural-language question regarding
an image. To tackle this task, the first step is to extract representations from both the textual and visual
inputs. In this section, we will present the methods used to represent textual and visual information
in the scope of this thesis and we will introduce the concept of sequence-to-sequence modeling.

3.1 Natural Language Processing

Natural language processing (NLP) is a subfield of AI, that specializes in automating the analysis,
understanding and generation of natural -i.e human- language. The objective of NLP is to enable the
interaction between humans and machines in natural language. However, this has been proven to be a
rather demanding goal, as human language is abstract, complex and highly diverse. The meaning of a
sentence can vary according to the interpretation of ambiguouswords, syntax or tone. For example, the
word “python” can refer either the reptile or the programming language [13], while the phrase “That’s
just what I needed today!” can express either a negative or positive sentiment depending on whether
or not it is used sarcastically. In recent years, NLP has seen impressive progress across all core tasks,
but especially considering the learning of word representations. This progress has been marked by the
replacement of high-dimensional sparse vectors with low-dimensional distributed representations.

Word Embeddings

The simplest way to represent a word as a vector would be to encode it by its index in the vocabulary.
This can be expressed as a vector with dimension equal to the vocabulary size which is marked with
a ‘1’ at the position corresponding to the word index and is filled with ‘0’s everywhere else. This is
called a one-hot encoding. One-hot encodings have several disadvantages. First of all, the size of these
vectors scales linearly with the size of the vocabulary. This is associated with a problem known as
the curse of dimensionality [9], which refers to overfitting occurring when the feature space becomes
sparse. Moreover, one-hot vectors encode no information about the similarity of words. For instance,
given that one-hot vectors represent words as independent unit vectors, the word “dog” would be
considered equally dissimilar to the words “cat” and “car”. Nowadays, these issues have been resolved
by the use of word embeddings, which map words to vectors in a low-dimensional, continuous space.
This allows words the semantic relationship of words to be captured by their relative positioning in
the embedding space.

Most models for learning word embeddings are motivated by the Distributional Hypothesis [21],
which states that words that appear in similar contexts have a similar semantic meaning. The context
of a word typically refers to the set of words that occur within a window around it. Learning word
embeddings is typically posed as the unsupervised task of predicting a word based on its context. So
for example, one expects to find the words “dog” and “cat” in similar contexts as they both refer to
four-legged, popular pets. However, the words “dog” and “car” would co-occur significantly more
rarely in the same context. As a result, the embeddings of “dog” and “cat” will be closer to each other
than to the embedding of “car”.

The Word2Vec model was proposed in 2013 by Mikolov et al. [53] and it has since become one of
the most widely used models for learning word embeddings. It is a computationally efficient method
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Figure 3.1: The two training models of Word2Vec. Figure from [53]

based on training a shallow neural network. It come in two versions: the Continuous Bag-of-Words
model (CBOW) and the Skip-Gram model. The CBOW model learns to predict the current word
from its context, while the Skip-Gram model learn to predict context words from the current word.
The context used during training is determined by the size of the window. Large windows tend to
capture more semantic similarities, while smaller windows tend to capture more syntactic similarities.

Word2Vec embeddings have been found to preserve semantic relationships which allow basic
vector arithmetic. For example, the vector operation king − man + woman yields an embedding
close to the embedding of queen. However, one limitation of Word2Vec is that it takes into account
co-occurencies only within a window around each word. Global Vectors for Word Representation
(GloVe) [58] overcomes this problem by combining global co-occurrence statistics and local context
window methods. GloVe computes a co-occurrence counts matrix and then learns a factorization of
this matrix such that the low-dimensional representations will preserve linear relations between words
just like Word2Vec.

Word embeddings are trained on large, unannotated corpora and can providemeaningful and dense
representations of words. It is a common practice to use pretrained word embeddings instead of one-
hot vectors as inputs for downstreamNLP tasks. This helps reduce the number of trainable parameters,
which is especially important for supervised tasks where only a small number of annotated data are
available. If the amount of available data is large enough, one can use the pretrained embeddings to
initialize the input layer and allow it to be fine-tuned for a specific task during training.

Sentence Representations

The Bag of Words (BOW) model is arguably the simplest algorithm for computing a sentence repre-
sentation. In BOW, a sentence is represented as an aggregation -typically the average- of its words
disregarding completely the order of the words within the sentence. CBOW is a variation of this
model, where words are represented by their embeddings. Although very simplistic, CBOW is a
strong baseline for many text classification tasks.

Following the success of word embedding models, there have been efforts to train models that
encode entire sentences in fixed-size, low-dimensional vectors. The motivation is that these sentence
embeddings will be robust enough to be utilized as off-the-shelf text features. Skip-thought [42] vec-
tors have been an attempt at this direction. The Skip-thought model emulates the Skip-gramWord2Vec
model. However, instead of predicting the context words, Skip-thoughts predict the surrounding sen-
tences of the current one.

Nonetheless, the standard approach for most NLP tasks is to train a recurrent neural network end-
to-end. Suppose we have a sentence w1, . . . wT that we want to classify. At time step t the input
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Figure 3.2: Visualization of 96 kernels of size 11×11×3 from the first convolutional layer [44]. The
first layer extracts low-level information about edges of different orientations and colors.

word wt passes through the embedding layer and the word embedding et is then fed to the RNN. The
sentence is represented by the hidden state of the RNN at the last time step of the sequence. Finally,
the sentence representation is fed to a classifier implemented as a series of fully-connected layers. In
order to encode both future and past information at each time step, one can use a bidirectional rnn and
combine the hidden states through concatenation. Moreover, one can take the average or the max of
the hidden states at each time step, or add a self-attention layer on top of the RNN.

3.2 Convolutional Neural Networks for Images

Images are usually represented as 3-dimensional volumesH ×W ×C, whereH is the image height,
W is the width and C is the number of channels. RBG images have three channels defining the red,
green, and blue color components of each individual pixel. As one can expect, these representations
are very high dimensional. Some of the most widely used CNN architectures accept images of size
224×224. That means that if wewere to process an image of this size using a fully-connected network,
the number of weights for a single neuron in the input layer would be 224 ∗ 224 ∗ 3 = 150.528. This
explains why the properties of sparse connectivity and parameter sharing of CNNs are imperative for
Computer Vision tasks.

Transfer learning has been applied with remarkable success to computer vision problems. Train-
ing deep CNNs from scratch requires a lot of resources and it can take up to several weeks. As a
result, people tend to make use of networks pretrained on a large dataset. Two common pretraining
tasks are image classification and object detection. Although similar, these two tasks are distinct.
Image classification aims at determining correctly the label of an image, while object detection aims
at identifying the labels as well as the location of multiple objects in an image. Pretrained CNNs are
used in one of the following scenarios:

• Fixed feature extraction: The image features are extracted by taking the output of an intermedi-
ate layer of the pretrained CNN. In order to obtain a global image representation, it is sufficient
to remove the output layer that produces scores for candidate labels and use the rest of the CNN
as the feature extractor. Taking the output of earlier layers results in a feature map, i.e. a set of
features representing regions of the input image.

• Fine-tuning: If the dataset of the target task is large or the data differ substantially from the
original ones, it is beneficial to fine-tune the pretrained model. In this scenario, the weights of
the pretrained model are used as an initialization. During training, these weights are usually
updated using a smaller learning rate than randomly initialized ones.

As we described in Section 2.3.5, the feature extraction part of CNNs is composed of stacked con-
volutional, activation and pooling layers that transform one volume of activations to another. CNNs
are thus able to learn hierarchies of patterns in the data. Kernels detect simple and generic features
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Figure 3.3: Overview of the Faster R-CNN architecture. Image from [60]

in the earlier layers, which get more and more complex as the layers get deeper. Figure 3.2 shows an
example of kernel weights if the first layer of a CNN trained for object classification [44]. We can see
that the first layer recognizes low-level features such as edges and colors.

CNN architectures for object detection differ slightly from regular CNNs in order to account for the
localization of objects in the image. An object detection system must output a tuple for each detected
object: the class scores and the bounding box coordinates. Since each image contains an arbitrary
number of objects, most models determine a group of region proposals and then use a classifier to
compute the probability of an object being present in that region. The regions proposals are generated
by applying multiple anchor boxes at different positions of the image. Anchor boxes are basically
bounding boxes of different shapes and sizes. One of the most efficient models for object detection is
the Faster R-CNN [60], . The steps of this model are the following:

• An input image is passed through a convolutional layers to obtain the feature map of the image.

• A Region Proposal Network (RPN) is applied on the feature map. The RPN uses the features
of each anchor box to compute an “objectness” score that expresses the likelihood of an object
being present in the region specified by the anchor.

• The regions proposed by the RPN have different sizes. As a result, the feature maps corre-
sponding to these regions also have varying sizes. To obtain representations of a fix size for all
regions, a Region of Interest (RoI) pooling layer is applied to the feature maps. Unlike a Max-
Pooling layer, ROI pooling splits the feature map into a fixed number of regions, and keeps the
maximum value in every region. Therefore, the size of the output is the same regardless of the
size of input.

• Finally, the features of the proposals are passed to a classifier that outputs class label probabil-
ities and to a linear regression layer that refines the coordinates of the bounding box.
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Figure 3.4: The sequence-to-sequence architecture. The model takes as input the sequence “ABC”
and generates the sequence “XY”. The first input to the decoder is the start-of-
sequence token <SOS> and the generation halts after outputting the end-of-sequence
token <EOS>. Image adapted from [65]

3.3 Sequence-to-Sequence Models

Sequence-to-sequence (seq2seq) learning is a framework for mapping input to output sequences of
different lengths. The challenge of a target sequence not having the same length as the inputs particu-
larly common in Machine Translation. For example, the sentence “How are you doing?” in English is
translated to “πώς είσαι?” in Greek. The English sequence is made up of 4 words, while the Greek one
is made up of just 2. It is obvious that there does not exist a one-to-one mapping from the sequence
of one language to another. It is thus impossible to use a regular RNN to translate each word from the
source language to a word in the target language. This motivated Sutskever et al. [65] to develop the
seq2seq neural architecture. Since then seq2seq models have been applied to multiple tasks such as
speech recognition [15] and video captioning [70].

The general seq2seq approach is straightforward. The network has two parts – an encoder and a
decoder (see Fig. 3.4). The encoder maps the input sequence to a fixed dimensional vector c which is
utilized by the decoder this vector to generate the output. Formally, the task of generating the output
y1, . . . yT ′ sequence given the input sequence x1, . . . xT ′ can be expressed as:

P (y1, . . . yT ′ |x1, . . . xT ) =
T ′∏
t=1

P (yt|c, y1, . . . yt−1) (3.1)

Since both the encoder and the decoder process sequences, they are usually implemented using RNNs.
In more detail, the seq2seq approach involves the following stages:

• Encoder: The input sequence x1, . . . xT is processed by the encoder RNN. The last hidden state
heT serves as the fixed dimensional representation of the input (i.e. c = heT ) and it is used to
initialize the hidden state of the decoder RNN. This vector is often referred to as the “context”
or “conditioning” of the decoder, because its role is to summarize the information of the input
based on which the decoder will generate the output.

• Decoder: The hidden state of the decoder is initialized with the context vector c. Following
that, the decoder takes as input a start-of-sequence token <SOS> and starts generating words
one by one. At each time step t, the next word yt of the output sequence is predicted given the
last predicted word and the decoder hidden state. The decoder continues to predict words until
an end of sequence token <EOS> is predicted.

A shortcoming of this approach is that the information of the input is accessed only through the
context vector. Trying to encode variable-length sequence into a fixed-size representation creates a
kind of information bottleneck. A solution to this issue has been provided by the use of an attention
mechanism, that dynamically combines the outputs of the encoder for each input word during the
decoding stage. That means that at each time step the decoder has access to all encoder states and can
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focus on the most relevant parts of the input. Finding a solution to this problem was the final advance
that made neural MT competitive with previous approaches.

Training a seq2sec model a few particularities that distinguish it from a regular RNN. One of
them concerns the formulation of the loss function. As we have mentioned before, cross-entropy is a
popular loss function for classification problems. In practice, sequence generation is implemented as
performing a series of classifications for each input. As a result, the loss J of a model with parameters
w for a single data sample is computed as the sum of the cross-entropy losses between the target ȳt
and the predicted yt words:

J(w) = −log

T ′∏
t=1

P (ȳt = yt|c, y1, . . . yt−1) = −
T ′∑
t=1

logP (ȳst = yt|c, y1, . . . yt−1) (3.2)

Another useful technique for training seq2seq models is teacher forcing. Using incorrectly pre-
dicted words as inputs of the decoder can cause instability during training. Instead, teacher forcing
leads to faster convergence by forcing the decoder takes the ground truth as input at each time step.
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Chapter 4

Sequence-to-Sequence Modeling for Visual Question
Answering

4.1 Motivation

AVQA system takes as input an image and a free-form, natural-language question regarding the image
and outputs a natural-language answer. Generally, the questions are open-ended, meaning they cannot
be answered with just “yes” or “no”. In this thesis, we focus on free-form answer generation. Since the
thematic of visual questions is unconstrained, their level of complexity varies widely and answering
can require diverse types of reasoning. To illustrate that point, let’s consider a few examples. Visual
questions require object detection capabilities to be able to locate the objects referenced in the question.
In addition to that, answering the question “What color of shirt is the man on the left wearing?”
involves spatial reasoning to identify the man and attribute classification to recognize the color. To
respond to questions similar to “Howmany people are in the image?” calls for solving a visual counting
problem. Lastly, the inquiry “What is the model of this vehicle?” requires commonsense knowledge
that cannot be extracted directly from the image. Creating a VQA system that can answer arbitrary
questions is understandably very challenging.

Figure 4.1: Overview of the proposed model.

Most current approaches formulate VQA as a classification task. Although the ground truths are
not usually complete sentences, they range from single words to short phrases. The set of possible
classes is selected as the answers that occur most frequently in the training data. This implies that
answers that are indeed short phrases are treated as separate classes from the words that they com-
prise. For instance, under this setting answers “black and white”, “black” and “white” are viewed as
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Figure 4.2: BiLSTM of the Question Encoder.

completely independent classes. This contradicts our intuition that the meaning of a phrase emerges
from the syntax and the semantics of individual words. An object that is “black and white” shares
a common attribute with both black and white objects. As a result, we hypothesize that learning to
recognize the color of a “black and white” object can benefit from learning the concepts of the two
individual colors from other samples in the dataset. Moreover, predicting answers at a phrase-level
limits the expressiveness of proposed models to closed-world settings. The space of possible answers
is strictly defined in advance and no novel answers can be composed from the existing model knowl-
edge. For instance, in the case of answering questions about the color of objects, every combination of
colors that has not been added to the set of possible classes will be prohibited. Consequently, aiming
at a high coverage of answers under the classification setting leads to a fast expansion of the number
of possible answers.

Motivated by these observations, we formulate the VQA problem as a sequence generation task.
The answer is generated by a seq2seq model (Sec. 3.3), conditioned on both the question and the
image representation. We use Faster RCNN features (Sec. 3.2) to extract the image representation
and an LSTM (Sec. 2.3.4) to encode the question. The answer is generated by a decoder LSTM. Our
system performs grounded answer generation by attending to the image features at each decoding step.
We show empirically in our ablation study that grounding has a large impact on model performance.
Our results are competitive with the state-of-the-art, especially for questions that are not closed-form.
This showcases the feasibility of free-form answer generation for open-ended VQA. In the following
section we will describe in detail the modules of the grounded seq2seq model for VQA.

4.2 Model Description

Figure 4.1 depicts an abstract scheme of the proposed grounded seq2seq architecture. The overall
system is made up of three main modules: the question encoder, the image encoder and the answer
decoder. Given an input pair of a question Q and an image I , the system generates an answer Y as
following:

• The question Q = [q1, . . . qN ] is encoded using a single-layer, bi-directional LSTM (BiLSTM)
encoder (see Fig 4.2). Initially, the words qt in the question sequence with length N are rep-
resented as one-hot vectors, where the index of the “1” corresponds to the index of the word
in the input vocabulary Vq. The one-hot vector of each word is passed through an embedding
layer, that has been initialized with GloVe embeddings [57] and is fine-tuned during training.
The resulting embeddings are then fed to the BiLSTM, which produces a new hidden state for
each direction.

The hidden states from the forward h⃗e
t and the backward pass ⃗he

t are concatenated to obtain the
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BiLSTM output he
t at each time-step t :

he
t = [h⃗e

t ;
⃗he
t ] for t ∈ 1 . . . N (4.1)

Suppose that h⃗e
t and ⃗he

t are k-dimensional vectors. The combined state he
t will then be a d-

dimensional vector, where d = 2k. We stack the states he
t for t[∈ 1, . . . N ] in order to obtain

the matrixH ∈ RN×d.

The role of the question encoder is to map variable length input sequences to a fixed-size rep-
resentations. The question representation e is computed as the convex sum of he

t using weights
aet , that are learned from a self-attention mechanism [47]:

ae = softmax(wa2tanh(Wa1H
T )) (4.2)

e =
N∑
t=1

aeth
e
t (4.3)

where Wa1 ∈ Rd×d and wa2 ∈ R1×d are the self-attention parameters. These weights aet
signify the contribution of each hidden state he

t to the final question representation e.

• The image I is represented as a set of R feature vectors {i1, ...iR} extracted from a pretrained
object detection network. Specifically, we use features extracted from a Faster RCNN network
trained on the Visual Genome dataset [43], which have been made publicly available by Ander-
son et al. [5]. These features encode bounding-box regions in an image, thus providing localized
information about objects. In essence, representing each image in the dataset as a collection of
object features acts as a form of bottom-up attention that allows us to encode only salient image
regions.

A Faster RCNN network can output an arbitrary number of bounding boxes for each image.
Following [5], we keep for all images the 36 bounding boxes with the highest confidence. In
brief, an input image I is represented by a feature map R = 36 feature vectors ir ∈ R2048

corresponding to salient regions in the image.

We applyL2 normalization to the input feature vectors I so that all the inputs are at a comparable
range and pass the normalized features through a fully-connected layer with a tanh non-linearity
to obtain the visual representation V ∈ RR×d:

V = tanh(
I

∥I∥
Wv) (4.4)

where Wv ∈ R2048×d is the matrix that projects the image features to the dimension of the
question representation.

• The answer Y = [y1, ...yL] is generated by a single-layer, uni-directional LSTM with size
equal to d. The decoder LSTM is conditioned on the question by initializing its hidden state
with question representation e:

hd
0 = e (4.5)

The answer generation follows a greedy decoding process. At each time step t ∈ [1, ...L], the
decoder takes as input the previous word yt−1 and updates its states. The current hidden state
hd
t is used to attend to the image features V . This produces the visual context vector v̄t as

described in Eq. 4.8. The motivation behind applying spatial attention at each decoding step is
to allow the model to attend to different regions in order to predict the next word. We combine
the visual context vector v̄t and the hidden state hd

t using the Hadamard product ◦ to obtain the
fused vector ft:

ft = v̄t ◦ hd
t (4.6)
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Figure 4.3: Answer decoder.

The next word yt is computed as the word with the highest probability from the conditional
probability distribution over the answer vocabulary Va:

P (yt|e, y1, ...yt−1,ft) = softmax(Wdft) (4.7)

where Wd ∈ R|Va|×d is a learned weight matrix. The decoding halts when the <EOS> token
is predicted. In practice, we merge the questions Vq and answers Va vocabularies into a com-
mon vocabulary V and use the same embedding layer for the question encoder and the answer
decoder in order to learn a joint textual representations of the words in V .

Spatial Attention Mechanism
Wewill now go into further detail about the spatial attention mechanism, that is used to attend over the
image features during the decoding. Fig. 4.4 illustrates an overview of the spatial attentionmechanism.

At each time step t, the image is summarized into a single d-dimensional vector v̄t using a spatial
attention mechanism, that allows the network to focus on the most relevant parts of the image. The
attention mechanism we utilize follows the definition of the scaled dot-product attention introduced
in [68]. The relevance of each feature vector is determined in relation to a query vector, which in our
case is guided by the decoder hidden state hd

t ∈ Rd.
In order to compute the attended image representation v̄t, we first take two linear projections V1

and V2 of the visual representation V . V1 is used to compute the affinity between each region feature
vector and the query vector hd

t . The affinity scores are converted to attention weights ad
t by going

through a softmax layer. The attention weightsad
t are lastly applied to the image features V2 producing
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Figure 4.4: Overview of the spatial attention mechanism.

the representation v̄t as follows:

ad
t = softmax(

hd
tV

T
1√
d

) (4.8)

v̄ = ad
tV2 (4.9)

The factor 1/
√
d is used to scale dot product values in order to prevent vanishing softmax gradients.

As mentioned above, by attending over the image regions at each step, the decoder has the opportu-
nity to adjust the attention weights depending on the previous words as well as to avoid long-term
dependencies to the visual input.
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Chapter 5

Experimental Setup, Evaluation and Results

In this chapter, we describe the experimental procedure and present our evaluation results. First, we
provide some information about the dataset and previous related work on the task. Then, we specify
the chosen parameters of the proposed Grounded Seq2Seq model and continue with the evaluation.
We do so by comparing it to state-of-the-art models and examining the results of an ablation study
done to investigate the contribution of each components to the model performance. Finally, we present
visualization examples of our model.

5.1 Dataset

We evaluate our model on the second version of the Visual Question Answering under Changing
Priors (VQA-CP v2) dataset [3]. This dataset constitutes a variant of the VQA v2 dataset [27] that is
currently the most widely used dataset for VQA. The VQA v2 dataset consists of 443K train, 214K
validation and 453K test samples of image-question pairs. Each image-question pair is accompanied
with 10 answers, that have been collected from 10 individual human annotators. The dataset contains
multiple questions for every single image, with the total number of different images adding up to
200K.

A reasonable concern regarding VQA models is whether answer prediction is actually grounded
in the visual input. Recent work [27, 2, 14, 34] has repeatedly highlighted that language biases in
VQA datasets allow models to guess the correct answer even when disregarding the visual input.
This is attributed to language being a simpler signal for learning, which encourages the learning of
incidental statistics in the questions and answers. As a result, a model achieving good performance is
not necessarily addressing the VQA problem, which can pose a setback for real progress. The VQA v2
dataset attempts to suppress language priors by collecting for each question 2 complementary images
that result into different answers. For example, for the question “What is the person doing?” there
exist 2 samples in the dataset, one depicting a person surfing and one depicting a person skateboarding.
Despite this effort, biases in the distribution of the questions or answers persist. As seen in Table 5.1,
the language-only model still manages to answer correctly 43% of the test questions and remarkably
to achieve 67.95% accuracy in the “Yes/No” category. The VQA-CP v2 variant was proposed as a
remedy to this issue. It was created by reorganizing the splits of VQA v2 dataset so that the distribution
of answers for each question type differs between training and evaluation sets. The samples from the
train and the validation sets of the VQA v2 dataset are repartitioned in the train and test sets of the
VQA-CP v2. The mismatch of the training and evaluation answer distributions really test how well
the model can reason over the visual input to deduce the correct answer. As it can been seen in Table
5.1, VQA models show significant performance degradation when evaluated on VQA-CP v2.

Next, we enumerate some key details about the dataset:

• VQA-CP v2 train consists of 121K images, 438K questions and 4.4M answers, while VQA-CP
v2 test consists of 98K images, 220K questions and 2.2M answers.

• The training questions have a vocabulary of size 14.5K, while the training answers have a vo-
cabulary of size 37K. The joint vocabulary of the questions and the answers has a size of 40K
words.
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Method Dataset Accuracy
Overall Yes/No Number Other

language-only [7] VQA v2 43.01 67.95 30.97 27.20
VQA-CP v2 15.95 35.09 11.63 07.11

language+image [7] VQA v2 51.61 73.06 34.41 39.85
VQA-CP v2 19.73 34.25 11.39 14.41

language+image+attention [73] VQA v2 52.02 68.89 34.55 43.80
VQA-CP v2 24.96 38.35 11.14 21.74

Table 5.1: Comparison of the performance of existing VQA models on VQA-CP test split to their
performance on the original VQA validation split. [3]

• In addition to reporting the overall accuracy, it is common to break down model performance
in 3 categories: “Yes/No”, “Number” and “Other”. As the names suggest, the “Yes/No” cat-
egory contains all closed questions. “Number” samples refer to all questions answered with a
number. Although the majority of “Number” questions are counting questions, there can also
include questions of digit recognition (e.g. “What is the number on the bus?”). All remaining
data samples are grouped under the term “Other”. Concerning the percentages of each answer
category, approximately 42% of the answers belong to “Yes/No”, 12% belong to “Number” and
46% belong to “Other”.

• Figure 5.1 depicts the length distributions of training questions and answers. The maximum
question length is 25 words. Although the maximum answer length reaches 24 words, the
majority of answers consist of just one word.

Figure 5.1: Distributions of sequence lengths in training questions and answers.

5.2 Related Work

Following the release of large scale VQA datasets [7, 27], many approaches to tackle the task have
been proposed. Most methods follow a similar pipeline: Image representations are extracted from
a pretrained CNN based model, while questions are encoded using RNNs. The image and question
features are then combined using different attention and fusion mechanisms to improve cross-modal
grounding. The joint representation is then fed to a classifier in order to predict the answer.

The introduction of attention mechanisms in the VQA pipeline led to a significant performance
boost. Notable work on attention includes the Stacked Attention Network (SAN) [73] that utilizes
two successive layers of spatial attention in order to extract more fine-grained information. Grounded
VQAmodel (GVQA) [3] is a hybrid architecture built upon SAN that distinguishes between “Yes/No”
and the rest of the questions. “Yes/No” questions are treated as a binary visual verification task,
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while the remainders are processed by combining predicted visual concepts and candidate answers.
In [49], question features are extracted on word, phrase and sentence level. These features are then
used to attend over both the image and the question by use of an affinity matrix. Anderson et al. [5]
apply spatial attention on top of a set of regional features extracted from a Faster RCNN. The spatial
attention weights are calculated by projecting the concatenated image and question vectors from a
gated tanh layer. More recently, Ramakrishnan et al. [59] introduce an adversarial training scheme to
train a model with the same architecture as [5] that is , nonetheless, less dependent on language biases.
Specifically, they train a language-only model as an adversary and adding an entropy term to the loss
function that estimates the information gain after considering the image.

Fusion of image and question features is often performed with simple operations such as the
Hadamard product or concatenation [7]. However, more intricate fusion approaches have also been
investigated. These approaches focus on efficient approximations of the outer-product between im-
age and question features using compact bilinear pooling [23], low rank tensor approximation [39] or
Tucker decomposition [10]. Andreas et al. [6] propose dynamically assembling a network from a set
of pretrained modules to adapt the attention and fusion scheme on the question input.

5.3 Experimental Setup

Model Hyperparameters
Table 5.2 summarizes the main hyperparameters of the Grounded Seq2Seq model. We use 300-
dimensional GloVe embeddings to initialize the embedding layer with a vocabulary size of 10K words.
We employ weight tying for the embedding layers of the encoder and the decoder in order to reduce
the number of model parameters and enforce the semantic alignment of questions and answers. We
use a BiLSTM with 256 units for the encoder, an LSTM with 512 units for the decoder and batch size
128. We set the maximum length of the questions equal to 23. Due to the short length of the answers
in the dataset, we keep the maximum length of the predicted answers to 5.

Embeddings Initialization 300-d GloVe
Vocabulary Size 10K words

Question Encoder LSTM size 512
Max length 23

Answer Decoder LSTM size 1024
Max length 5

Table 5.2: Grounded Seq2Seq Parameters.

Training Setup

• During training we retain a third of the training data for validation and monitor the validation
accuracy to apply early stopping with patience of 5 epochs,

• we apply dropout with probability 0.2 after each layer,

• we apply teacher forcing, meaning we feed the correct previous word to the answer generator,

• we use the Adam optimizer with learning rate 0.001 and

• we perform data augmentation for ‘other’ answers: At each epoch, we select at random one of
the ten human provided answers as the target for each sample. Thus, we present our model with
paraphrased answers for each question, which acts as a form of regularization.

For the model implementation we used the PyTorch library [55]. The training process takes approxi-
mately 10 hours on a GeForce GTX TITAN X GPU.
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Model Overall Yes/No Number Other
d-LSTM Q [7] 15.95 35.09 11.63 7.11
d-LSTM Q + I [48] 19.73 34.25 11.39 14.41

SAN [73] 24.96 38.35 11.14 21.74
GVQA [3] 31.30 57.99 13.68 22.14
MCB [23] 36.33 41.01 11.96 40.57
UpDn [5] 39.74 42.27 11.93 46.05
UpDn+Adv [59] 41.17 65.49 15.48 35.48

Grounded Seq2Seq 36.42 40.29 12.07 41.08

Table 5.3: Comparison with baselines and state-of-the-art on the VQA-CP v2 dataset.

5.4 Results & Discussion

Evaluation Metric
We evaluate our model using the standard metric for the VQA dataset [7]. The hard accuracy, which
accepts a predicted answer as correct only if it exactly matches the ground truth answer, is unsuitable
for the particular dataset. The inter-annotator agreement is around 80%, which means that it would
be impossible for an algorithm to achieve 100% accuracy. Moreover, as not all errors are equal, this
metric can be overly strict. For instance, answering the question “What’s in the sky?” with the answer
“airplanes” instead of the singular “airplane” or its synonym “plane” would be penalized the same as
choosing a completely unrelated answer such as “penguin”.

A simple way to alleviate this issue is by taking advantage of the multiplicity of answers included
in the dataset. As mentioned above, each question is accompanied by 10 answers provided by different
annotators. The variation in the ground truth answers accounts to some degree for the real-world sce-
nario, where questions can have multiple acceptable answers. A predicted answer a receives perfect
score s(a) if at least three human annotators have provided the same answer:

score(a) = min(
1(a = ai)

3
, 1) (5.1)

where 1 is the indicator function.
This evaluation is still imperfect. The set of possible answers is still limited in expressiveness.

Consequently, the model can sometimes predict an answer that is reasonable to a human, but still
receives a zero score. On the other hand, the VQA accuracy metric can in some cases give an inflated
performance score. In some cases, the ground truths contain opposite answers, such as “left” and
“right” or “yes” and “no”. Even if the majority of the annotators answered “yes” but one to three
of them answered “no”, predicting the minority answer of “no” will still receive a positive score.
Examples of these cases will be shown in Sec. 5.5.

Comparison to Baselines
Table 5.3 reports the performance of our model on the VQA-CP v2 dataset in comparison with baseline
and state-of-the-art models. We consider the two first models as baselines, namely the “d-LSTM” and
“d-LSTM Q + I”. “d-LSTM” refers to the language-only model that encodes the question using a
deep LSTM with 2 layers and disregards the image completely. “d-LSTM Q + I” uses the same
layout to encode the question plus a pretrained CNN model to extract a global image feature vector.
The question and image feature vectors are concatenated and fed to a classifier. As we can see, our
model significantly outperforms both baselines. This performance gap is evidently attributed to the
visual representations and the addition of a the cross-model attention mechanism. The global image
feature vector, although adequate for image classification, is too coarse a representation to capture the
information needed to answer specific questions.
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Comparison to State-of-the-Art
When comparing the proposed Grounded Seq2Seq with sota models, we observe that our model yields
competitive results, particularly in the “Other” category. Although “Other” is a very broad category,
this result is supported by the motivation of our work. We hypothesize that because these are the
questions that accept longer answers, they can benefit to a greater extent from a sequence generation
setting. Note that no single model achieves best performance across all categories. We notice that the
models GVQA and UpDn+Adv yield good results for the “Yes/No” questions outperforming the rest
by a large margin. However, they achieve moderate results in the “Other” category. Compared to the
baselines, sota models achieve the least performance improvement in “Number” questions. Counting
requires a distinct kind of reasoning, which has stimulated a line of work focusing exclusively on this
task [67, 75]. Another factor that seems to be particular significant for the overall model performance
is the quality of visual features. Specifically, Faster RCNN features consistently outperform features
from object recognition tasks. Models SAN, GVQA and MCB utilize regional features from a model
trained on image classification, whileUpDn,UpDn+Adv and the proposedmodel leverage the bottom-
up attention that an object detection model such as Faster RCNN provide.

Ablation Study
We perform an ablation study to isolate components of our model and evaluate their effect on the
performance of the proposed model. This study includes experiments where one or both modalities
are missing (replaced by random vectors) to assess the contribution of the textual and visual modality
as well as the random chance performance for each question type. Table 5.4 summarizes the examined
variants of the Grounded Seq2Seq model and Table 5.5 presents the results of our experiments.

Model Description
A Replace the image and question representations with random vectors
B Take only the image features as input
C Take only the questions as input
D Use a fused question and image representation only to initialize the decoder hidden state
E Replace the spatial attention mechanism with that from UpDn
F Use the final state of the question encoder without applying the self-attention
G Use concatenation for the fusion instead of the Hadamard product
H Use MUTAN fusion instead of the Hadamard product

Table 5.4: Characteristics of the models examined during the ablation study.

Model Overall Yes/No Number Other
(A): Random input 16.84 56.34 0.38 0.65
(B): Image input only 17.44 57.90 0.39 0.91
(C): Question input only 18.66 38.29 10.25 10.38
(D): Question and Image decoder initialization 35.51 38.57 11.10 40.30
(E): UpDn Attention Mechanism 33.20 39.56 11.54 35.45
(F): Question encoder without self-attention 35.92 40.83 11.93 40.03
(G): Concatenation fusion 35.42 39.47 12.30 39.35
(H): MUTAN fusion 35.67 40.00 11.46 39.70

Grounded Seq2Seq 36.42 40.29 12.07 41.08

Table 5.5: Ablation results.

The experiments with completely random or limited input (A, B, C) provide some intuition on
the nature of the dataset. First, we observe that providing only image input yields a performance
similar to random, while providing only question input yields better performance in the “Other” and
“number” categories. This is consistent with observations in the literature about language bias in
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VQA systems [3]. The performance of models (A, B) in “Yes/No” questions seems surprising at a
first glance, but it results from the model always predicting ‘no’ as the answer, which is actually
the most common answer in the training data. Despite the shift of the prior distribution between the
training and evaluation data, these models still achieve an accuracy of over 50% due to the evaluation
metric rewarding minority answers even when the contradict the majority. It is clear that to achieve
good performance in the “Other” category, incorporation of both modalities is important. For the
“Number” category, most of the information is encoded in the question and visual grounding does not
contribute much.

Models (C) and (F), investigate the chosen setup for the question encoder. Compared to the
language-only baseline (see Table 5.3), the language-only version of our model achieves +3% abso-
lute improvement. This suggests that the use of a bidirectional LSTM with self-attention provides a
better representation of the input question. The significance of the self-attention mechanism is also
confirmed by the reduced performance of model (F).

When comparing experiments (D) and (E) with Grounded Seq2Seq, we see that attending to the
image features using the scaled dot-product attention mechanism at each decoding step has a posi-
tive impact on model performance. In particular, our results demonstrate that the selected attention
mechanism is conducive to better visual grounding.

Finally, the experimentation with different fusionmethods shows that the Hadamard product based
fusion outperforms both concatenation (G) andMUTAN (H) fusion by 1.00%and 0.75% respectively.
The slightly inferior performance of model (G) can be by the fact that concatenation increases the size
of the feature vector while failing to capture the interactions that occur between the inputs. MUTAN
fusion, on the other hand, is a factorized bilinear pooling method, which increases significantly the
model complexity. Since we used the parameters from the original paper [10], the performance model
(H) would probably benefit from further hyperparameter tuning.

5.5 Examples

In this section, we provide a few examples showcasing outputs of the Grounded Seq2Seq model, in
order gain some insight about the cases in which our model succeeds or fails. Figure 5.2 demonstrates
the model accuracy on certain question categories. From that we can infer that the model does well
on questions related to recognizing activity (“what sport”, “what is the person”), object class (“what
kind/type/room/animal”) or visual attributes (“what color”). However, it performs poorly on questions
that require common sense reasoning or real-world knowledge (“why”, “what brand”, “what time”).

Figure 5.2: Model performance on specific question types.
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Going through the predicted answers for the samples of the test set, we observe that not all correct
predictions are rewarded equally and not all errors are equally bad. We select three representative
examples for each of the following four cases: predictions that get a perfect score, predictions that get
a partial score, predictions that get a zero score but pass as plausible and incorrect predictions. For
each sample, along with the question-image pair and the predicted answer, we provide all available
ground truths. For each unique ground truth we specify in parentheses the number of its occurrences.

Correct Answers
First, we present a few examples for which the model achieves a perfect score of 1.

What is the dog playing with?

Predicted Answer: teddy bear

Ground Truths: bear (4)
teddy bear (3)
stuffed bear (2)
toy (1)

Which landmark is this?

Predicted Answer: washington monument

Ground Truths: washington monument (7)
pentagon (1)
sears tower (1)
tall pyramid (1)

Where is the man in this photo?

Predicted Answer: on horse

Ground Truths: on horse (3)
on horseback (1)
horse (1)
field (1)
woods (1)
riding (1)
outside (1)

Table 5.6: Examples of questions and generated answers that are assigned an accuracy score of 1.
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Almost Correct Answers
Next, we look into outputs that are assigned a partial score, meaning the cases where the predicted
answers match only 1-2 out of the 10 provided ground truths. We chose these examples to showcase
instances for which our model is assigned a partial score, even though it succeeds in predicting seman-
tically correct answers. In general, we observe that predicted answers can fall under this category, if
they exhibit a different level of granularity compared to the ground truths. For instance, even though
“playing baseball” is considered a correct answer for the second example, “batting” would indeed be
a more precise answer.

What is the color of the cup?

Predicted Answer: orange

Ground Truths: red (9)
orange (1)

What is he doing?

Predicted Answer: playing baseball

Ground Truths: batting (6)
playing baseball (2)
swinging (1)
baseball bat (1)

What color is the train?

Predicted Answer: yellow and blue

Ground Truths: blue and yellow (6)
yellow and blue (2)
blue yellow (1)
blue/yellow (1)

Table 5.7: Examples of questions and generated answers that are assigned a partial accuracy score.
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Almost Incorrect Answers
Weobserve that in some cases the selected evaluationmetric is in disagreement with human evaluation.
The following examples demonstrate that plausible answers will be automatically evaluated as wrong,
if they do not exactly match at least one of the ground truths provided by the human annotators.

Where is the riding crop?

Predicted Answer: in front of horse

Ground Truths: on horse (2)
in boy’s hand (2)
right hand (1)
hand (1)
on ground (1)
foreground (1)
around rider’s waist (1)
on horse (1)

Why is the man in the air?

Predicted Answer: playing frisbee

Ground Truths: jumping (3)
catching frisbee (2)
to catch frisbee (1)
he’s jumping (1)
he jumped (1)
catching (1)
catching frisby (1)

What is the color of the train?

Predicted Answer: red and black

Ground Truths: red (8)
orange (2)

Table 5.8: Examples of questions and generated answers that are assigned an accuracy score of 0, but
are plausible.
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Incorrect Answers
Lastly, we consider a few examples of incorrect predictions. What these examples indicate is that
our model fails to predict the correct answer in cases of longer questions and more complex scenes.
Even without looking at the images, we can infer that the outputs of the first and third examples are
erroneous. The second example illustrates a case of a plausible assumption from a language viewpoint
that is, however, not grounded in the visual input.

What is the name of the store on the
left hand side of the screen that is written
in English?

Predicted Answer: no parking

Ground Truths: sasa (10)

What eating utensils are on the table?

Predicted Answer: fork and knife

Ground Truths: forks and spoons (3)
spoon and fork (2)
fork and spoons (1)
spoons forks (1)
spoon fork (1)
fork spoon (1)
8 (1)

What type of herb is on the left?

Predicted Answer: orange

Ground Truths: parsley (7)
basil (3)

Table 5.9: Examples of questions and generated answers that are assigned an accuracy score of 0.
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Chapter 6

Conclusion

6.1 Conclusions

In this thesis, we propose a multimodal sequence-to-sequence model for the task of visual question
answering. VQA has benefited greatly from progress in natural language processing and computer vi-
sion, with more and more sophisticated methods contributing towards improved overall performance.
State-of-the-art models approach open-ended VQA as a classification task over the most common an-
swers in the dataset. However, the restriction of potential answers narrows the expressiveness of the
models and limits their application to closed-world settings. Motivated by this observation, we de-
cided to investigate the feasibility of adapting a popular sequence generation framework to the task of
VQA. Specifically, we propose the Grounded Seq2Seq model that generates answers conditioned on
the image-question input pairs. Our model follows a similar pipeline to that of established methods,
but avoids treating compound answers as separate classes from the individual words that comprise
them. Instead, it enables the generation of answers from a large vocabulary that is shared among
questions and answers.

The comparison with baseline models and the accompanying ablation study help us identify the
design choices that contribute most to the performance of the proposed model. First, our model makes
use of prior knowledge from powerful pretrained models both for encoding the image as a collection
of region-specific features and for the initialization of the word embedding layer. Moreover, the ab-
lation results suggest that the use of attention is critical for model performance. We make use of two
attention mechanisms: a self-attention mechanism that is employed for the computation of a fixed-
sized question representation, and a cross-modal attention mechanism that allows the decoder to focus
on the most relevant visual information.

During the answer generation phase, the decoder attends over the image regions at each decoding
step using a scaled dot-product attention mechanism. Both the type of attention mechanism and its
recurrent application seem to contribute significantly to the model’s accuracy. Our experiments in-
dicate that the selected spatial attention mechanism yields results superior to those in existing VQA
approaches. Additionally, the attention feedback loop seems to enable the grounding of the generated
answer to the given image. We attribute the performance of the proposed model to certain training
details, as well. In order to reduce the memorization of language biases, we use a data augmenta-
tion technique. By randomly sampling the target answer from the given set of possible ground truths,
we reduce the model’s generalization gap. Lastly, we apply teacher forcing, a method that speeds
convergence and improves training stability.

We evaluate the proposedGrounded Seq2Seqmodel on theVQA-CP v2 dataset and achieve results
comparable to those of state-of-the-art models. Although VQAmodels are far from achieving human-
level performance, the outcome of our experiments challenges the need to confine possible answers to
pre-defined independent classes. In summary, the use of sequence generation models shows potential
for open-ended visual question answering and acts as a step in the direction of utilizing VQA systems
in real-world scenarios.
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6.2 Future Work

Combining natural language with computer vision constitutes a complex problem, as the moderate
performance of current models on the VQA task corroborates. A shift in the distribution of answers
between the training and the test models reveals that visual grounding of language is still an open
problem. One limitation of our work is that it is applied on a dataset with short answers. This setting
limits the potential of sequence generation models to take advantage of the compositional structure of
language. As a result, we weren’t able to exhaustively test our hypothesis that a sequence generation
model can learn semantic relations of answer words in order to generalize to new answers. We plan
to experiment with the recently released GQA dataset [33], that is more appropriate for the proposed
model as it provides both short and long answers. This dataset would enable us to examine the model’s
ability to generate novel answers containing words seen in training instances.

Following the work of Ramakrishnan et al. [59], we are interested in leveraging adversarial ex-
amples [25] in order to increase the robustness of our answer generation model. To be more exact, we
hypothesize that we can improve the grounding ability of our model by generating samples consist-
ing of random combinations of questions and images assigned a ground truth in one of the following
manners. First, we can retain the original ground truth of the question in an attempt to reduce the
dependency on language biases. Second, we could replace answer words by randomly words from
the vocabulary that belong to the same category (such as number, sport, color etc.). Potentially correct
answers can be avoided by eliminating from the pool of possible words those that appear in ground
truths for other questions about the selected image. In reverse, we can employ semantically wrong
answers that appear, nonetheless, as ground truths for the selected image given other questions in the
dataset.

Furthermore, prior research in VQA has demonstrated that using more powerful pretrained vi-
sion models for feature extraction improves significantly the model performance. Although we use
pretrained word embeddings to initialize the embedding layer, it is expected that superior sentence rep-
resentations could be extracted from pretrained language models. In general, language models trained
on large corpora are able to capture contextual relations between words. We assume that transfer
learning would be especially beneficial for questions that require common sense reasoning. Conse-
quently, a future direction could involve transferring knowledge from state-of-the-art Transformer
networks [68]. In future experiments, we will fine-tune a Bidirectional Encoder Representations from
Transformer (BERT, [19]), a recently released sequence model that has achieved performance im-
provements across a wide variety of downstream NLP tasks.
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Appendix A

Abbreviations

(AI): Artificial Intelligence
(ANN): Artificial Neural Network
(BiLSTM): Bi-directional LSTM
(BOW): Bag-of-Words
(CNN): Convolutional Neural Network
(CV): Computer Vision
(DL): Deep Learning
(DNNs): Deep Neural Networks
(GPU): Graphical Processor Unit
(GD): Gradient Descent
(VQA): Visual Question Answering
(GVQA): Grounded Visual Question Answering model, [33]
(LR): Logistic Regression classifier
(LSTM): Long Short-Term Memory unit
(MCB): Multimodal Compact Bilinear Pooling, [23]
(ML): Machine Learning
(MT): Machine Translation
(MUTAN): Multimodal Tucker Fusion for Visual Question Answering, [10]
(NBOW): Neural Bag-of-Words
(NLP): Natural Language Processing
(RNNs): Recurrent Neural Networks
(RoI): Region of Interest
(RPN): Region Proposal Network
(R-CNN): Region-based Convolutional Neural Network
(SAN): Stacked Attention Network, [73]
(SGD): Stochastic Gradient Descent
(SVM): Support Vector Machine classifier
(Seq2Seq): Sequence-to-Sequence model
(VQA): Visual Question Answering
(VQA-CP): Visual Question Answering under Changing Priors dataset, [33]
(UpDn): Up-Down model, [5]
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